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ABSTRACT

The healthcare transport sector has progressed considerably in recent years, yet it continues to face

persistent challenges such as payment, staffing, record redundancy, and resource waste. While new

technologies are available, these issues remain unresolved. Medical transportation providers face

challenges due to uncertainty of payment and fierce competition with peer providers in urban areas.

This thesis proposes Smart Contract enabled Fair, Secure, and Transparent Auction (SCeFSTA) to

create a transparent and secure auction-based platform that provides secure, immediate payment for

services and promotes fair competition. We interviewed domain experts to understand the require-

ments for the system and designed it according to their feedback. It allows healthcare transportation

providers to bid for services, ensuring that only cost-effective providers are selected. The smart

contract ensures payments are made upon service completion, enhancing security for patients and

providers. The blockchain-based data ledger reduces redundancy and waste while providing en-

hanced privacy and security. SCeFSTA alleviates staffing shortages, creates a unified data ledger,

and reduces waste. We conducted a final demonstration and user survey, which proves the efficacy

of the proposed system. SCeFSTA has potential to benefit the healthcare transportation field by

creating a fair and efficient system that improves performance.
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Chapter 1

Introduction

This chapter introduces the thesis and the motivation behind it. This thesis focuses on applying a

blockchain based auction system to the healthcare transport sector in order to make improvements

to current issues within the field. It outlines the reasoning for changes needed in the healthcare

transportation sector, and the need to create a better overall experience for both the transport work-

ers and the clients/patients. Overall, this system aims to eliminate effects of paramedic staffing

shortages, create guaranteed reimbursement of services, reduce waste of resources, lower cost of

healthcare transportation, create better patient tracking, and provide better access to needed health-

care transportation. These issues occur across several different domains within the healthcare trans-

port sector, including:

• Emergency Medical Services (EMS)

• Inter-facility transportation

• Non-Emergency Medical Transportation (NEMT)

1.1 Motivation

Healthcare transportation services are an integral part of society. Over 18 million patients are given

pre-hospital care from Emergency Medical Services (EMS), while roughly 15%, or 2.7 million

patients, are transported to hospitals [22]. Without these services, millions of people would not

be given lifesaving care and transportation. Another estimated 3.6 million people do not receive

medical care due to lack of accessibility to transportation to hospital facilities [23]. There are

plenty of people who require medical transportation; however, there is a shortage of competition

and a staffing crisis present in the healthcare transport sector, limiting lifesaving care to society

[24]. There is also an apparent issue with billing for services and reimbursement of services within

the healthcare transportation sector. Often, transportation services are not paid in full, or they do

not receive payment at all [25]. This is due to insurance and/or medicare, or simply from a lack

of payment by the patient [25]. These issues, among others, will be outlined in the subsections

that follow. Many of the issues facing the healthcare transportation field could be solved by new

technologies and alterations to the current transportation systems.

There are many shortcomings to the current healthcare transportation system:

• Waste of resources

• Staffing shortages

1



① An accident causes injury

② The police / 
first responder 
calls in dispatch 
for ambulance

⑤ Hospital receives 
patient from transport

③
④ One of the 
ambulances that 
arrives picks up 
patient

③ Several ambulances 
are dispatched, resulting 
in waste of resources

③

Figure 1.1: EMS sample use case scenario

• Funding and billing

• Communication and patient tracking

• Cost of transportation for patients

• Lack of access to transportation

Issues like thewaste of resources, staffing shortages, payment from insurance, and patient track-

ing all result in worse care and higher costs for people forced to utilize medical transportation. Fig-

ure 1.1 represents a sample EMS use-case scenario. After an accident, police or a first responder

calls dispatch for an ambulance. Multiple ambulances are sent out by different agencies. One of

these ambulances, usually the first one to arrive at the spot, picks up the patient. The patient is

then delivered to the hospital. From the many ambulances dispatched, there is a waste of time and

resources from the ambulances who were dispatched but did not transport the patient. Each of these

domains has issues that can be solved with novel technology. The system proposed could create a

large positive impact on the healthcare transport sector.

Each of these barriers causes troubles for people trying to receive necessary medical care and

could be improved by new technologies. Without a proper method of contracting healthcare trans-

portation, it may be impossible for a person to get to a medical facility that can provide them the

care that they need for a fair price. A detailed description of each of these barriers is provided in

the Section 2.2

2



This research focuses on creating competition between different transportation companies us-

ing a blockchain-based auction system. The use of blockchain technologies would increase security

and create guaranteed payment of services for transports, while also solving the effects of staffing

shortages due to more transports available across multiple companies. This research also aims to

create fairness throughout the application and auction system, so each transportation company has

an equal chance of success. This application would aim to fix issues across many domains within

the healthcare transport sector to create a better experience for patients and healthcare transporta-

tion workers. The overall goal of the software side of this thesis project is to create a working

prototype that is fast, has low and stable cryptocurrency prices, creates fair competition, inherently

fair software, and guaranteed payments for services. Accomplishing these goals should create a

well polished prototype that could be applied to the healthcare transportation field.

1.2 Proposed System

This thesis project aims to make the following contributions:

1. Utilize blockchain technologies to build a secure sealed bid auction platform to be usedwithin

the healthcare field.

2. Create fair competition, through auctions, between private transport companies where com-

petition is lacking, or otherwise non-existent.

3. Find a suitable blockchain network that is able to provide stable and reliable prices for users.

4. Find suitable domains for the system through client interviews.

5. Interact with domain experts to assess application effectiveness.

We are proposing a system which allows transport agencies to operate without needing a cen-

tralized controller for trust. In this platform, we build a blockchain smart contract through which

the transportation agencies and transport hirer interact with each other, transparently, with full trust

of payment security. In this architecture, the transport hirer opens a sealed-bid auction for a short

duration. During this duration, the transport agencies can bid for price of transportation, and the

lowest bid wins the auction. After winning the auction, the transport proceeds with delivery before

the due date. The smart contract also enforces penalty of late delivery, or failure to deliver the

patient to the verifier. This process eliminates the wastage of transportation resources by enforcing

only one medical transport is dispatched for the job.

We generated design requirements and necessary features for the system through interviews

with stakeholders of the system. This allowed us to design SCeFSTA with these features and

requirements in mind. We then implemented the application through a Decentralized Application

(DApp), which can be accessed by users through a deployed website. Once the application and

smart contracts were fully developed, we evaluated the smart contract API based on transaction

costs and API latency, and finally we validated that we satisfied the design requirements of the

application in a user study.

3



Chapter 2

Background & Related Work

In the previous chapter, the motivation for this thesis project was outlined. In this chapter, the

major topics of this thesis project will be covered. These topics include: the healthcare transporta-

tion sector and its shortcomings, the blockchain and its major components, market competition

and fairness through smart contract auctions, and published research that are related to this thesis

project.

2.1 Healthcare Transport Sector

This section of the background outlines the components of the healthcare transport sector. This

includes, Emergency Medical Services, inter-facility transport, Non-Emergency Medical Trans-

portation, and multi-casualty/disaster response situations. Figures 2.1a, 2.1b, and 2.1c showcase

a simple scenario/ scope of the domains: emergency medical services, inter-facility transport, and

NEMT. Each of these have different contributions to the healthcare transport sector and have inte-

gral functionalities in healthcare response.

2.1.1 Emergency Medical Services (EMS)

The current Emergency Medical System (EMS) is an intricate system in which each component

plays a vital role in providing medical care for those in need. This system is typically deployed after

an incident that results in injury or major illness. The EMS is interconnected with other services

and is at the intersection of public health, public safety, and health care [26]. There are five phases

Emergency Medical
Services

(a) Sample EMS Transport sce-

nario

Interfacility Transport

(b) Inter-facility Transport sce-

nario

Non-Emergency
Medical Transport

(c) Sample NEMT Transport sce-

nario

Figure 2.1: Project Domain Examples [9, 10, 11, 12, 13]
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to current EMS software, as outlined by AIM Software and Services. These five phases are as

follows: Call to Dispatch: an incident is diagnosed and 911 is contacted, Dispatch to Electronic

Patient Care Reporting (ePCR): dispatchers receive the call and dispatch ambulances, ePCR to

Quality Assurance/Quality Improvement (QA/QI): ensures all data and supporting documentation,

including treatments and medications used, are in the reports, QA/QI to Billing: generate billing

information for the transport, Billing to Reimbursement: receiving funds for the transport [27]. The

fourth and fifth phases of this system in particular take a long period of time due to Medicare and

insurance; resulting in no payment for provided transportation services for months. This system

could be revamped to create more competition between companies. The EMS system is a vital

system in society, but has deep-rooted flaws that need solutions. A sample EMS scenario in which

a person is injured and transported to a hospital is outlined in Figure 2.1a.

2.1.2 Inter-facility Transport

Inter-facility transports are transports of patients between healthcare facilities. These services are

typically used to transport a critical patient from an ill-equipped facility to a facility better equipped

to handle the patient’s needs [28]. Inter-facility transport is a common form of healthcare transport,

and it provides business to many healthcare transport companies. It is common for healthcare facil-

ities to use the same private transport companies, with little to no competition between companies.

Air-ambulance transport is a type of inter-facility transport that is common in trauma scenarios.

Air-ambulance transport utilizes helicopters to move a patient in between facilities, allowing for

much faster transportation than ground transportation. Air-ambulance also allows the patient to

receive life-saving care sooner [29]. This is because helicopters are able to travel much faster

than ground vehicles, and they are able to avoid traffic on the streets. Opening up inter-facility

transport to helicopter travel offers a much higher billing revenue than traditional ground inter-

facility transport due to the higher skill required of workers, and the typical higher severity of

patient trauma [29]. Utilizing inter-facility transport, both ground and air, is a large aspect of

healthcare transportation services that play a large role in patient care. A sample inter-facility

transport scenario in which a patient is transported from one hospital to another for both ground

and air transportation is outlined in Figure 2.1b.

2.1.3 Non-Emergency Medical Transport (NEMT)

Non-Emergency Medical Transports are often used by nursing homes and senior citizens. These

patients are unable to transport themselves from their residence to a doctor’s appointment, so they

need to independently hire transportation [30]. There is not currently a clear location for senior

citizens to find needed healthcare transportation, so they are required to find their own means of

contacting a healthcare transportation company in order to receive transport. A sample NEMT

scenario is outlined by Figure 2.1c.

5



2.1.4 Multi-casualty incident

A multi-casualty incident (MCI), also known as mass-casualty incident, is a large scale incident

that results in multiple casualties. An MCI can range from an active shooting event with only

a few casualties to a natural disaster that results in hundreds to thousands of casualties. These

events typically result in depleted resources for injured, a shortage of medical personnel, and poor

communication due to the chaos of the incident [31]. A few examples of incidents that could lead

to an MCI are [31]:

• Active Shooter Situations: Active shootings that result in several casualties.

• Explosions: Whether intended or an accident, casualties from explosions can be classified

as an MCI.

• Natural Disasters: Natural events such as: hurricanes, tornadoes, earthquakes, etc. that

results in a large number of casualties.

• Multi-Vehicle Accidents: Multi-car pileups, the more cars involved in an incident, the

higher likelihood of being classified as MCI.

• Mass Transit Mishaps: Plane crashes, train derailments, or any incident with transport that

has a large number of people crowded on board.

• Terrorist Acts: An umbrella term that could take the form of some of the other examples

listed. This is an attack based off of political or ideological views that results in multiple

casualties.

There are many more examples of MCIs that were not listed, but the general theme of MCIs are

several casualties from a single event.

2.2 Shortcomings of Healthcare Transportation

This section outlines the different shortcomings in the domains of the healthcare transport sector.

These shortcomings include: waste of resources, staffing shortages, funding/billing, communi-

cation/patient tracking, cost of transportation, and access to transportation. Each of these issues

results in worse patient care or worse working conditions for paramedics.

2.2.1 Waste of Resources in Healthcare Transportation

A large obstacle in the healthcare transportation sector is the waste of resources. It is common

for multiple healthcare transportation companies to service the same region, leading to a lack of

optimization. In large cities, assignment of patients to specific companies is effectively random,

with no prioritization for a specific provider [32]. Random assignment of transport providers can

lead to waste and delays due to a distant transport being dispatched to an incident, rather than a

more nearby transport. This is very common in large cities, since the cities contract both public

6



and private healthcare transportation companies to satisfy the city’s EMS transportation needs [32].

In addition to this, it is not uncommon for multiple transports to be dispatched for a single call.

Resulting in the first to arrive on the scene to get the patient, and the other transports have wasted

time and resources on the call. The larger number of transportation companies that are contracted

for EMS services in a city, the greater the possibility there will be inefficiencies, resulting in higher

prices and/or worse care for patients. By creating a better coordinated system where only one

ambulance is dispatched per call, waste can be reduced and time will be saved.

2.2.2 Staffing Shortage

Staffing shortages are a major issue facing the healthcare transportation sector. A worsening

staffing shortage has a negative impact on the quality of patient care. This staffing shortage stems

from a lack of qualified workers and poor work environments for paramedics [33]. Without qual-

ified workers, companies are unable to support the number of transports needed; leading to an

increased number of transports per transport team. The larger responsibility of workers due to

shortages results in greater worker burnout [33]. Providing a solution to the effects of shortages is

paramount because the worse the shortage gets, the worse the care patients receive. The shortages

also directly correlate to worse work environments for paramedics. This shortage is the difference

between having needed transportation or not having transportation that could provide life-saving

care [24]. Pay increases have been proposed to attempt to make the healthcare transportation field

more enticing for potential workers; however, many companies would not have the funds to support

this due to poor medicaid reimbursement [24]. There are many factors that have lead to staffing

shortages, and serious changes need to be made to remedy this pressing issue. By creating greater

competition between companies, the effects of these staffing shortages can be eliminated due to a

larger number of companies available.

2.2.3 Funding and Billing

Currently, healthcare transportation companies are forced to wait a long period of time for pay-

ments. In addition to this, not receiving full payment of services results in healthcare transportation

companies struggling to earn enough revenue to stay afloat. This stems from insurance and medi-

caid reducing the amount of reimbursement paid to transportation companies after the delivery of

patients. This is forcing ambulance transport providers to try to find alternative funds or cut costs

due to a decrease in reimbursement from private and public insurance [34]. One transportation

company stated that it costs a transport company over $250 for a typical non-critical transport call;

however, the amount of money the company receives for their service is roughly $107 [24]. This

reimbursement rate for services is only 43%, a significant reduction in revenue. This result in mas-

sive losses for transport companies due to the fact that they are not being paid in full for the vital

services they provided. This reduced revenue makes it difficult for healthcare transport companies

to pay the paramedics a fair salary for the life-saving expertise they provide, and this directly influ-

ences the staffing shortage crisis [24]. A system with more guaranteed and transparent payments

could be very beneficial to creating better overall payment for the services that these transportation

companies provide.
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Table 2.1: Challenges in the disaster management system [1]

Challenges Potential Solution

Coordination Create organizational charts, a chain of command, and contact infor-

mation that can be easily accessed and easily updated

Communication Have a place to create communications, status boards, andmaps with

team locations

Information Create a ledger that is used by all teams to handle all patient infor-

mation. Have a view similar to Google Maps showcasing nearest

hospitals, shelters, and other healthcare resources

Logistics Use ledger to calculate needed provisions and supplies in shelters.

Provide shelters real-time updates on when supplies become avail-

able

2.2.4 Communication and Patient Tracking

One of the biggest sources of complexity in handling MCIs or disaster scenarios is communication

and patient tracking. The four major challenges in handling MCIs are [1]:

• Coordination: Coordination issues arise from a large number of teams from different fields

with no standard set of procedures.

• Communication: Communication issues are very similar to coordination issues, and stem

from a lack of interoperable radios for teams to correspond.

• Information: Access to a standard set of information is a challenge to disaster response.

Patient data can end up with redundancy in some cases and no data reported in other cases

due to a lack of a single ledger for all patient data.

• Logistics: Without proper patient data, it is difficult to move numerous people with an ap-

propriate amount of supplies, creating a high level of uncertainty. This includes not having

enough transportation to handle those affected by the disaster.

Each of these challenges could be handled by implementing specific disaster response func-

tionalities. Table 2.1 represents potential solutions to the challenges in multi-casualty situations.

The biggest challenges that can be changed by specified software technology are the informa-

tion and the logistic challenges, as outlined in Table 2.1. Software can be designed to better handle

patient information that can be directly translated into the needed logistics for handling people af-

fected by aMCI. Creating a better method of coordination and patient tracking in a disaster scenario

would provide a tremendous asset in handling MCIs or disaster responses.

2.2.5 Cost of Transportation for Patients

Healthcare transportation services can be very costly for thosewho are forced to use them. It is often

not possible for patients in critical condition to choose the care they receive, potentially leading to
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extremely largemedical bills. It is not uncommon for peoplewho use healthcare transportation to be

hit with “surprise costs” due to specific care they received [35]. Current issues in the healthcare field

are driving up costs of transportation for users, creating a lower usage in healthcare transportation

services. This is amajor issue in trust of healthcare transportation, since people in need of healthcare

transportation fear the costs they might incur if they are forced to use healthcare transportation.

2.2.6 Lack of Access to Transportation

In more rural areas, it can be difficult for people to find reliable healthcare transportation. It can also

be difficult for people to make it to medical centers based on physical requirements or from having

unreliable personal transportation. There are a few different transportation barriers for people in

need of medical care [36]:

• Vehicle Access: Not every person in the United States has access to a vehicle. People with-

out their own vehicle have to resort to asking others to provide service, or hire a transportation

company to deliver them to a medical center.

• Geographic Barriers: Those living in more rural areas are forced to travel long distances to

get to the nearest available medical center, and this medical center may not even be equipped

to safely serve the patient, requiring further transportation to a better facility.

• Physical Requirements: People with disabilities, elderly people, those with specific condi-

tions, or people who have sustained severe injuries may require paramedics and specialized

transportation in order to safely make it to a medical facility.

Each of these barriers causes troubles for people trying to receive necessary medical care and

could be improved by new technologies. Without a proper method of contracting healthcare trans-

portation, it may be impossible for a person to get to a medical facility that can provide them the

care that they need for a fair price.

2.3 Blockchain Technologies

A blockchain is an immutable, distributed, and decentralized database/ledger. A blockchain is

composed of “blocks” which store information in the blockchain, and each new block is linked

to the previous block. Figure 2.2 showcases the structure of a segment of blocks in a blockchain.

It highlights the connection between blocks, where each block holds the previous block address,

a header, a timestamp, and other accessory information. This block structure is what makes the

blockchain such a powerful tool for applications.

The block structure creates an immutable timeline of data that is permanently stored in the

blockchain [37]. Blockchain technology is a powerful tool that can be harnessed to create secure,

highly organized, and immutable data in a decentralized manner. The makeup of a blockchain is

outlined by Figure 2.3. The main components of the blockchain are: blocks, distribution of the

blocks, the distributed ledger the blocks form, transactions with the blockchain, and confirmation

of transactions [2].
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Figure 2.2: Block structure of a blockchain segment [14, 15, 16]
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Figure 2.3: Elements of blockchain technologies [2, 17, 18, 19, 20, 21]
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Each of these components are integral to the structure and functionality of blockchains. Emerg-

ing blockchain technologies have various applications due to their distributed nature and other fea-

tures of the blockchain [38]. Although blockchain technologies can be an impressive tool, the use

of blockchain does have drawbacks; issues like scalability and security are issues that have to be

handled to make blockchain technologies viable [39]. There are several features of blockchain that

make it a powerful tool that can create transformative applications, if applied correctly. Overall, a

blockchain must be handled properly by use the proper safeguards to fix the issues of blockchains,

and allow for taking advantage of the features of a blockchain.

2.3.1 Features of Blockchain

The features of blockchain create strong connectivity and quick transactions to the blockchain that

is distributed across a network. Blockchain has many key features that enable it to be a powerful

tool for developers [38, 37]:

• Easily Accessible: A deployed smart contract on the blockchain can be easily accessed

through the contract’s API calls. Good accessibility fosters strong connectivity for web or

mobile applications that are connected to the same network as the blockchain.

• Open Source: The ability to develop and deploy individual smart contracts allows for the

blockchain to be used for a variety of unique applications. Developers can gear their smart

contract to the functionality required for a specific project.

• Transparent: All transactions on the blockchain are transparent and visible to anyone who

is able to view the network. These transactions also have timestamps that showcase when

the transaction was made.

• Distributed: The blockchain uses distributed networks, meaning data is shared between

nodes of a computer network. Keeping all the data in a decentralized database can keep

information from being lost due to equipment failure or a malicious attack.

• Immutable: All information posted to a block in the blockchain is irreversible and per-

manently recorded. This allows for permanent record keeping that can never altered, an

important feature when handling sensitive data.

2.3.2 Potential Blockchain Drawbacks

The drawbacks of blockchain come from a lack of regulation in cryptocurrencies, redundancy in

data sets due to the block structure, as well as security and scalability. Given the nature of the

blockchain, it comes with several potential drawbacks [39]:

• Lack of Regulation: Given there is no way to control crowdsourced servers, it is difficult to

create regulations for cryptocurrencies. Cryptocurrencies can be very unstable and operate

outside the law; therefore, they cannot be regulated by government entities. Without regula-

tion, prices for cryptocurrencies can have significant variations, depending on the provider.
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This leads to confusion and lack of predictability of costs. To solve this, “stable” cryptocur-

rencies have emerged, called Stablecoins [40], to try to create reliably priced cryptocurrency.

• Redundancy & Scalability: Every transaction is recorded on the blockchain, resulting in

increased costs due to redundant information being stored. These redundancies also result

in a larger amount of storage needed for storing data. By not getting rid of old data that has

been updated, the blockchain must make storage for all data posted to it. One solution to

scalability issues is choosing a good consensus mechanism, a fast consensus mechanism is

able to mitigate the effects of a large blockchain structure [41].

• Privacy Issues: Since transactions on the blockchain are inherently transparent, keeping

data stored on the blockchain can be difficult. Data is also stored on a shared ledger, creating

multiple points of attack for potential security breaches. Depending on the application, data

security can be very important. Information stored on the blockchain could potentially be

legally private data, such as medical or school records. Security issues of blockchain have

largely been solved by blockchain networks.

• Irreversibility: Although immutability can be viewed as a feature, it can also be a constraint

on a program. Not having the ability to revert transactions requires extra steps if issues arise.

These extra steps needed to fix a bad transaction can be costly and take a great deal of time

to fix, so transactions need to have proper safeguards and error checking, in order to avoid

complications.

Although there are many inherent flaws in blockchain, many of the flaws and issues have been

solved during developments in the field.

2.3.3 Types of Blockchain

There are four main types of blockchains. Permissionless blockchains, also known as public

blockchains, are distributed blockchain ledgers that are accessible to any person with an inter-

net connection. These users are also able to access any of the previous transactions, any histor-

ical records, or any contemporary records [2]. Permissioned blockchains, also known as private

blockchains, are typically ran and controlled by a small network through a private firm or organiza-

tion. This blockchain exists in a private network, which limits the accessibility to only those within

the host organization [2]. Hybrid blockchains attempt to find a balance between the trade-offs of

public and private blockchains. The private side of the hybrid blockchain holds keeps private data

secure while giving an organization control over what information can be accessed on the public

blockchain. Consortium Blockchains, also known as federated blockchains, share similarities with

hybrid blockchains. It provides features from both the public and private blockchains, however it

incorporates different organizational members working on a decentralized network. Consortium

blockchain also utilizes validator nodes that have the role of initiating, receiving, and validating

transactions [2]. Each blockchain type has varying functionality, resulting in different benefits and

shortcomings accompanied by choosing one over the other. Table 2.2 showcases some of these

benefits, shortcomings, and applications of each of the four types of blockchains.
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Table 2.2: Pros, cons, and potential uses of the four blockchain types [2]

Public Private Hybrid Consortium

Pros Trustable,

Secure, Open,

Transparent

Speed,

Scalability

Secure,

Cost-Effective

High Security

Cons Low transactions

per second, Low

scalability, High

Energy

Consumption

Trust Building,

Low Security,

Centralization

Less Incentive,

Lack of

Transparency

Lack of Trans-

parency

Potential

Uses

Voting,

fundraising

Supply Chain

Mgt., Asset

Ownership,

Internal Voting

Real Estate,

Retail, Highly

Regulated

Markets

Banking & Pay-

ments, Research,

Food Tracking

From Table 2.2 it is evident that public, hybrid, and consortium blockchains have much better

security than private blockchains. This is due to the fact that they do not rely on a single network

and are distributed across many networks, unlike private blockchains. Private blockchains how-

ever succeed in speed and scalability, while public network’s shortfall is its low transactions per

second and low scalability [2]. There are many pros and cons associated with the different types

of blockchains, and the desired functionality of the blockchain can heavily dictate the best type to

utilize.

2.3.4 Distributed Blockchain vs. Centralized Database

One of the most common storage ledgers are databases. Databases utilize a centralized ledger

to store data in a well-structured way [3]. There are many benefits of using databases and core

features that make it one of the best ways to store information; however, the core features of the

distributed blockchain technologies makes it a strong competitor for storing data and processing

cryptocurrency transactions. The differences between blockchain technologies and databases are

outlined in Table 2.3

Ultimately, the best storage solution to use relies heavily on the intended usage. It is also

common for blockchain technologies to be utilized along with centralized databases inside an ap-

plication to get the best features out of both options.

2.3.5 Blockchain Networks

Blockchain networks provide technical infrastructures for processing transactionswith the blockchain.

Blockchain networks also allow for easy access to the blockchain ledger and the smart contract,

creating better connectivity for applications [42]. There are multiple types of blockchain networks

and many different networks for each type with differing functionality.
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Table 2.3: Differences between Databases & Blockchain [3]

Blockchain Database

Authority Decentralized, not controlled by a

single user

Centralized by nature and con-

trolled by an administrator

Architecture Peer-to-Peer Client-Server

Integrity Data can not be altered Data can be altered by malicious

users

Cost/Mainte-

nance

Hard to implement & Maintain Easy to implement & maintain

Performance Slower due to verification &

consensus methods

Extremely fast & highly scalabil-

ity

Use Cases Monetary transactions, DApps,

and data verification

Store confidential information, re-

lational data, and apps w/ contin-

uous flow of data

There are multiple factors to consider before selecting which network to implement into a

project. Speed, cost of transactions, security, and user base are important factors of blockchain

networks to consider. Four highly regarded networks are, Ethereum, Avalanche, Ethereum Layer2

Polygon, and Fantom. Each of these options displayed strong connections to each of the valued

factors. Ethereum is an expensive network with slow transaction throughput when compared to

other options. However, Ethereum has a very large user base and a lot of support from the commu-

nity and also has its own currency, ETH [43]. To remedy some of these issues, Ethereum released

separate blockchains that extend Ethereum called Ethereum Layer2. Layer2 options aim to re-

duce costs, increase throughput, all while maintaining Ethereum tools. Polygon is an example of

a Layer2 extension that has much lower gas price costs and higher throughput, but does have less

supporting documentation compared to other networks [44]. Fantom is one of the fastest networks

available, but it too is missing strong documentation and a large user-base [45]. Avalanche is an

increasingly popular competitor to Ethereum. It is growing rapidly and is stated to be the leading

blockchain for the financial services in the web 3.0 economy [45]. Avalanche also has high trans-

action throughput with low transaction costs when compared to other networks. Avalanche also

has its own currency, AVAX, which provides a different option from the highly regarded Ethereum

[46]. There is no shortage of blockchain networks to choose from, and each network offers benefits

and trade-offs for creating a blockchain that is tailored to a specific purpose.

2.3.6 Smart Contracts

Smart contracts are executable codes created to enforce an agreement between untrustworthy par-

ties, without an intermediary third-party running on top of the blockchain. Smart contracts accom-

plish this by using automated transactions to codify agreements and create trustworthy relationships

[47]. This was derived from Bitcoin [48], created by Satoshi Nakamoto in 2008, which was the first

cryptocurrency. Bitcoin introduced blockchain as a peer-to-peer, distributed, infrastructural tech-

14



nology and paved the way for new blockchain technologies. There are three distinct components

present in smart contracts [47]:

• A contractual arrangement between parties.

• Preconditions necessary for contractual obligations to occur.

• The execution of the smart contract.

Using defined functions, a smart contract can define constructors for smart contract deployment,

a destructor for tearing down the smart contract, and other functions used through transactions [47].

When using a constructor, a new instance of that smart contract is deployed on the blockchain. In

this instance of the smart contract, the deployer has become the owner of the smart contract and is

now the only person who can utilize the constructors and destructors of that instance. Each smart

contract has variables, functions, events, and structures that can potentially be encapsulated in a

class [47]. This allows for a strong development environment for creating the desired functionality

of any program.

There are four main phases in the life cycle of a smart contract - Create, Freeze, Execute,

and Finalize. Each of these phases in the smart contract life cycle is essential to creating a fully

functional smart contract that supports transactions [49].

• Create: The first phase of the smart contract life cycle is defining the smart contracts objec-

tives. Before writing the code behind the smart contract, participating parties have to derive

the contract’s overall content and goals. Each participant must also have a cryptowallet for

identification and transferring payments in order to participate. Once the contract’s goals

have been defined, the requirements can be transitioned into code using a programming lan-

guage, then the contract can be submitted to the blockchain.

• Freeze: Once the smart contract is submitted to the blockchain, it is frozen and must be

confirmed. The submitter must pay a transaction fee for deploying the blockchain, after

payment is received the contract is successfully deployed and open to the public through the

public ledger. Before the contract is successfully deployed all transactions will fail, but once

payment is received and the contract’s pre-conditions for execution are verified, the contract

is unfrozen.

• Execute: Now that the smart contract is no longer frozen, it is ready to be executed. During

this phase the contract’s integrity is verified, the code is compiled and interpreted, generating

a new state and a new set of transactions for the smart contract. The new information is

committed to the distributed ledger and verified using a consensus mechanism.

• Finalize: Once the new transactions and updated state are confirmed by the consensus mech-

anism, the frozen committed digital assets are transferred, and the smart contract is now fully

completed and ready to confirm all transactions.
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Table 2.4: Consensus Algorithm comparisons [4]

Proof of Work Proof of Stake Hybrid Forms

Energy Efficient Low efficiency High efficiency Low-Medium effi-

ciency

Block creating

speed

Slow Fast Slow

Vulnerable to Dou-

ble Spending attack

High vulnerability Low vulnerability Medium vulnerabil-

ity

Used by Bitcoin, Ethereum Avalanche, Cardano,

nextcoin

PPcoin, Blackcoin

2.3.7 Consensus Algorithm

ConsensusAlgorithms in blockchains are used tomanage cooperation between blocks in a blockchain.

In a peer-to-peer (P2P) network, such as blockchain, there can theoretically be any number of val-

idators. This creates a need for a consensus algorithm in the blockchain that manages cooperation

between the peers, or blocks, in the blockchain [41]. A few common forms of consensus algo-

rithms in blockchain are, Proof of Work (PoW), utilized by cryptocurrencies like Bitcoin [48] and

Ethereum [43], Proof of Stake (PoS), utilized by Cardano [50], and Ripple Protocol Consensus Al-

gorithm (RPCA) used by Ripple [51] [41]. Other blockchain networks have developed or altered

existing algorithms to tailor specifically to their network’s needs. Table 2.4 showcases the major

differences between the Proof of Work, the Proof of Stake, and the hybrid forms of Pow and PoS

consensus algorithms.

From Table 2.4 it is evident that Proof of Stake contracts are more efficient, faster at creating

blocks and are less vulnerable to double spending attacks [4]. An attack that results in receiving

payment twice, or paying twice due to poor consensus between peers. These benefits of PoS are

why large blockchain networks like Ethereum [43] have transitioned from PoW to PoS consensus

algorithms [4]. There are many consensus algorithms available to choose from, but that does not

mean all were made equal. Some consensus algorithms offer higher speeds and more security than

others, creating an overall better product.

Avalanche [46] developed its own consensus mechanism called the Snow consensus protocol.

It was developed using Proof of Stake as the foundation to create a balance between transaction

speed, network capacity, decentralization, efficiency, and security [52]. This consensus algorithm

is a “leaderless” protocol, such that no single blockchain node has to be the leader who control

the actions of the group. Instead, a validator node receives a transaction and samples neighboring

validators at random to see if they agree. This continues to repeat across other random neighboring

validators, until the network has a consensus on the transaction’s validity. [52]. By developing

their own consensus mechanism, Avalanche [46] was able to create a mechanism that best fits its

network.
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2.3.8 Programming Languages

Several programming languages for blockchain programming have emerged over the last few years.

Solidity, Pact, and Liquidity are prime examples of programming languages designed specifically

for developing smart contracts [53].

• Solidity: A statically-typed programming language used for implementing smart contracts

on Ethereum. This applies to any contract or network running on Ethereum Virtual Machine

(EVM). Solidity is a very popular language, largely due to the popularity of Ethereum and

its high connectivity.

• Pact: A programming language tailored towardKadena Blockchain. It is immutable, Turing-

incomplete, and utilizes a declarative approach instead of a complex control-flow. It was

developed to make bugs easy to find and hard to spot.

• Liquidity: A fully typed functional language that strictly compiles using Michelson security

restrictions. Michelson security restrictions is a formal verification framework that is used

to prove correctness of smart contracts.

The code below utilizes the Solidity smart contract programming language. This code show-

cases a sample smart contract that includes a constructor, a destructor, and many of the core data

types within Solidity [54, 55].

pragma solidity ^8.0.0
// initalize the smart contract owner
address contractOwner;

contract SampleContract {
// sample constructor for a solidity smart contract
constructor() public {

contractOwner = msg.sender;
}

// sample destructor for solidity smart contract
function done() public {

selfdestruct(contractOwner);
}

// statically typed variables
int sampleInt = -1; // signed integer, abreviation for int256
uint256 sampleUint = 1; // unsigned integer
// ethereum address, can be address
// or address payable for transactions
address addr = "0xCA35b7d915458EF540aDe6068dFe2F44E8fa733c";
bool boolean = true; // boolean, two fixed values, true or false
bytes32 sampleByte = "Hello World!" // 8-bit signed integers , stored
// in binary
enum <digits> {1, 2, 3, 4, 5, 6, 7, 8, 9} // user defined datatype

// reference variables
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uint[10] sampleArray; // an array of unsigned integers , fixed size
uint[] sampleArray2; // dynamically sized, unsigned integer array

// a struct is a custome data type, can be made up of
// multiple variables

struct person {
string name;
string age;
uint birthYear;

}
// stores data in key-value pairs, retrieve value data using
// associated key
mapping (uint => address) Variables;

}

Each of these languages are tailored specifically to programming smart contracts and are ap-

plied to specific blockchain networks. More common languages have also evolved to provide tools

for developing smart contracts. Languages like C++, JavaScript, Go, Python, and more provide

solutions for developing smart contracts without being specifically created for developing smart

contracts [56]. This can make development easier, due to the popularity of these common lan-

guages and large amounts of documentation on them.

2.3.9 Stablecoin (DAI)

One of the major pitfalls of blockchain mentioned before was the lack of regulation and the inabil-

ity to predict costs due to changing prices of cryptocurrencies. One solution was the creation of

Stablecoins. Stablecoins aim to create significantly more predictably costs when compared to other

cryptocurrencies. This is done by pegging the value to another currency, commodity, or financial

instrument [40]. One example of a Stablecoin is Dai [57], Dai is a currency that runs on Ethereum

(ETH) and is a decentralized Stablecoin. This Stablecoin attempts to keep the price of the currency

constant, aiming to maintain a cost of $1.00 USD [57]. This provides a solution to the issue of

highly volatile of cryptocurrencies and creates a stable currency for blockchains to take advantage

of.

2.3.10 Gas Fees/Transaction Fees

Gas fees, or transaction fees, are the fees required to perform a transaction with a blockchain. These

gas fees vary in cost based on the complexity of the operation being executed on the blockchain.

A very complex transaction that posts large amounts of data to the blockchain will be more expen-

sive than a transaction this only a single variable from the blockchain. Any contract that interacts

with blocks in the blockchain is considered a transaction and will have an associated gas fee [58].

Typically, a transaction cost will be a fraction of a cryptocurrency coin. To make representing

transaction costs easier, denominations are commonly used to represent fractions of a cryptocur-

rency. For example, for ETH on the Ethereum network, small amounts of ETH are represented by
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wei. A wei is 10−18 of one ether. A Gwei is the largest form of wei, which is 10−9 of an ether.

Other denominations are used for different networks and currencies, i.e. satoshi for bitcoin and

nAVAX for Avalanche [59]. Gas Fees are an instrumental part of blockchain and its decentralized

nature because it provides compensation for the miners.

2.3.11 Decentralized Application (DApp)

A Decentralized Application (DApp) is a combination of a blockchain smart contract and a user

interface to create a full-stack application for users [60]. This combination replaces the traditional

centralized database with the decentralized blockchain. The application code has the back-end code

running on a decentralized peer-to-peer network, and the front-end code is written in any front-end

programming language. There are four types of DApps, as defined by Ethereum.org [60]:

• Decentralized: DApps that operate on an open decentralized platform, such as Ethereum.

• Deterministic: DApps that perform the same function regardless of the environment they

are applied.

• Turing Complete: DApps that, given the required resources, can perform any action.

• Isolated: DApps executed in a virtual environment. This isolates the smart contract so if

there is a bug it will not affect functioning of the blockchain network.

The different types of DApps allow for a variety of application scenarios.

2.3.12 React

React [61], a JavaScript library for building user interfaces, provides DApp frameworks for allow-

ing for easier development and integration with a smart contract. There are a few key features of a

React DApp that have to be considered during development [62]:

• Open-source: code is open for everyone, so users are able to read and check it.

• Decentralized: due to blockchain structure, a React DApp is not concentrated on a central

computer.

• Automation: since the programs are running based off the smart contract, no third party is

responsible for running the DApp.

React can be used as a DApp developing tool that provides several libraries to connect with

smart contracts. It can be adapted and developed to an application’s specific needs. DApps, overall,

provide connectivity with a blockchain smart contract to allow users to have an interface with the

blockchain’s API.
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2.4 Cryptowallets

Users need a secure place to store their private keys for accessing their cryptocurrencies. Losing

a private key means losing all the cryptocurrency linked to the key, and poor security could lead

to cryptocurrencies being stolen [63]. Cryptocurrencies are typically held in cryptocurrency soft-

ware wallets, otherwise known as cryptocurrency-wallets. This allows users to securely store their

cryptocurrencies and tokens in a single location. There are two types of crypto-wallets. Hot wal-

lets are cryptocurrency-wallets that are connected to the internet and are readily accessible to those

with an internet connection. Cold wallets are not connected to the internet and are less convenient

to access, but are more secure than hot wallets [63]. Hot wallets are necessary for applications

that have frequent transactions, so transactions can be made instantly and payments can be con-

firmed upon deliver of a patient. There are several popular hot wallets in the marketplace such as:

Crypto.com’s Defi Wallet, Guarda, Exodus, Coinbase Wallet, and Metamask are among some of

the top hot wallets available in 2023 [64]. Each of these wallets listed boast good reviews and strong

functionality. Hot cryptocurrency-wallets can be utilized to perform many transactions including,

buying, trading, lending, or earning cryptocurrency.

MetaMask

MetaMask [65] is a popular cryptocurrency hot wallet. MetaMask allows for interactions and mon-

etary transactions with the blockchain. It is a simple google extension which allows for ease of use

for checking and sending cryptocurrencies in a user’s wallet. MetaMask [65] also offers a mobile

option, which allows for easy access from any mobile device with an internet connection. The

essential features provided by MetaMask are broadcasting transactions, sending or receiving cryp-

tocurrencies and tokens, securely connect to DApps, and store/manage multiple account keys in a

single wallet.

2.5 Market Competition and Fairness

Competition in the economy’s markets is fundamental in generating a healthy economy. Markets

with firms competing for customers fosters lower prices and better products for consumers [66].

Markets that do not have strong competition are going to result in higher prices for inferior goods

than if strong market competition was present. A lack of market competition results in a single

entity controlling the majority of a market. Allowing them to keep other competitors from entering

the market, creating an unequal playing field [66]. Auctions are a commonly used method for

creating competition when trying to sell a good or service. This section will outline many types of

auctions as well as their core functionalities. Utilizing blockchain based auctions can lead to a lack

of fairness within an auction. Without the proper controls, it is possible to design a smart contract

that does not behave as intended, creating a lack of fairness for users. When creating competition in

a new market, it is paramount to consider fairness of competition to ensure a single market does not

control the market, and that the applications being used to create competition behaves as intended.
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Table 2.5: Benefits & Shortcomings of the four types of auctions [5]

Auction

Type

Benefits Shortcoming Fairness Winner

Ascend-

ing

Allows for truly

free market

competition for a

good

Can lead to

monopolistic

competition

Wealthy

participants can

bid 1$ higher than

a competitor until

they win

Highest bidder

Descend-

ing

Allows for truly

free market

competition for

providing a

service

Free competition

allows for

undercutting

competitors

Wealthy

participants can

undercut

participants when

bidding for

services;

removing revenue

streams for other

participants

Lowest bidder

Sealed-

first price

Creates more

balanced

competition due to

hidden bids

Reduces free

market ecosystem

for selling goods

Provides fair

results that are not

influenced by

others

Highest bidder

Sealed-

last price

Creates balanced

competition for

sale of services

Removes free

market ecosystem

for selling services

Provides fair

results that are not

influenced by

others

Lowest bidder

2.5.1 Competition Through Auctions

Auctions are often utilized to create competition between buyers or competitors and to create better

prices for sellers. There are several different aspects of auctions that can be utilized to create a fair

outcome for sellers and buyers within an auction ecosystem.

Types of Auctions

There are four main types of auctions [5]:

• Ascending auctions: Ascending auctions are the most commonly used auctions. They con-

sist of multiple participants placing higher bids, until none of the participants will bid higher

than the current highest bid. In the ascending auction, the highest bidder wins the auction.

In ascending auctions, all bids placed by participants are known by all other participants.

• Descending auctions: Otherwise knownDutch auctions, descending auctionswork inversely

from ascending auctions. In a descending auction, the participants bid lower values until no
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one is willing to go lower than the lowest bid. In descending auctions, the lowest bidder

wins the auction. Descending auctions can be applied to the participants trying to sell a good

or service to an auction initiator, where the initiator gets the benefit of the lowest price. In

descending auctions, all bids placed by participants are known by all other participants.

• Sealed-first price auctions: Sealed first price auctions are close-bid auctions, meaning par-

ticipants are unable to see rival bids, and each participant is only granted a single bid. In the

first-price auction, the highest bidder at the end of the auction period wins.

• Sealed-last price auctions: In a sealed-last price auction, the lowest bidder wins the auction,

similar to how descending auctions operate where the lowest bidder wins. However, the

bidding system works the same as a sealed-first price auction, in which each participant is

only granted a single bid and the other bids are hidden.

In each of these auctions, users can only bid during the auction bidding period, but once the

bidding period ends, no more bids can be placed. After which, the winning bid is announced

[5]. Each of these auction types has different benefits, shortcomings, and structures that heavily

influence the auction outcomes, outlined by Table 2.5.

Reserve Prices

A reserve price is the minimum offer a seller will accept as a winning bid, or the maximum offer

that will be accepted in a last-price or descending auction. The reserve price will keep what is

considered an unacceptable offer to a seller from winning the auction. If the reserve price is not

met, the seller has no obligation to sell their product or purchase a service, depending on the auction.

Sellers need to use caution when setting reserve prices because expecting too good of a price can

cause disinterest in the auction; however, setting too low of a low reserve price can result in lost

revenue. Reserve price is often mistaken for being the same as an opening bid, however these

two are different. An opening bid is the amount suggested for starting bidding, but the reserve

price is the definitive limit for a bid in an auction [67]. Utilizing reserve prices can lead to greater

satisfaction and a better outcome for the seller.

Information Disclosure

Information disclosure in auctions is the release of information about previous auctions that can

result in buyers’ adjusting bids. Disclosing information about previous auctions can lead to more

informed buyers on auction tendencies that will directly influence the amounts they will bid. De-

ciding the optimal amount of information to disclose to auction participants is not a trivial task

and is different for every auction environment. The degree to which the seller decides to release

information to bidders allows the seller to influence the auction directly [68]. Changing the level

of information given to users can increase or decrease the fairness of the auction and will impact

the outcome of the auction.
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Bidder Collusion

Bidder collusion occurs when two buyers in an auction collude to manipulate the outcome of an

auction. This results in an outcome that would not have transpired if the bidding collusion had

not taken place. Bidder collusion reduces the fairness of an auction and can result in drastically

changed prices within an auction. In an ascending auction, bidder collusion can drive the sale price

up by a substantial amount. Bidder collusion is illegal in the United States, but can be a large source

of unfairness in an auction system [69]. Bidder collusion can be difficult to locate within an auction

system and could have drastic effects on the outcome of the auction.

2.5.2 Software Fairness

There are many definitions of what it means for software to be fair. One definition of software

fairness is a property of software that judges whether the software exhibits biases. A bias is a

prejudice toward a group that results in an unfair environment. Software fairness results in non-

discriminatory behaviors of the system, despite what information is given to the software system

[70]. Another definition, called group-fairness, states that the software should provide equal results

to different races. By this definition, if one race gets better results than another, the software is

biased. The casual fairness definition states that if two participants are the exact same except race,

they should receive the exact same results. There are numerous definitions of software fairness,

and it is impossible to develop a software system to satisfy every definition [71]. When software is

dealing with human subjects, it is important to ensure the results of a software system is not biased

toward or against a group of people, but a metric of fairness can be difficult to identify due to a

highly ambiguous definition of fairness.

2.5.3 Fairness in Smart Contracts

The importance of smart contracts within a blockchain application has already been discussed. The

fairness of smart contracts has not yet attracted much attention in the blockchain community. A

smart contract is defined as unfair if there is a contradiction between a participant’s expectations

and the actual implantation of the contract rules. Fairness is individually decided by each partici-

pant, meaning one participant might think the smart contract is fair, but another participant might

disagree. An application called FairCon [72] was developed to judge smart contracts and assign

them a fairness score. This application focused on four main aspects of components to judge smart

contract fairness. The fairness properties scored on were: truth-fullness, efficiency, optimality,

and if the smart contract is collusion free. These components are essential to smart contract fair-

ness and should be considered when implementing a smart contract. One of the largest challenges

electric auctions face is a lack of trust among participants. The anonymity of the internet increases

transaction misbehavior and malicious attacks [73]. By designing a smart contract that is fair, an

application can build greater trust among users. Fairness in smart contracts is an often overlooked,

yet essential, aspect of smart contract design that can lead to greater trust in an application.
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Unfair Smart Contracts

Smart contract fairness is defined as a smart contract’s ability to perform the intended functionality

without being compromised. There are subtleties in smart contracts that can make them unfair [74]:

• Absence of Logic

• Incorrect Logic

• Logically correct but unfair

A smart contract function that has an absence of logic lacks controls for verifying necessary

contract details. This will create an unfair smart contract for users, since the contract is not per-

forming how the users would expect it to. This error leaves the smart contract unsafe due to a lack

of safeguards that prevent logic errors [74].

A smart contract function that has incorrect logic can have syntactically correct logic, but have

semantic errors that make it unfair. This is unfair because the participant was placed as the highest

bidder in the auction, but the highest bid was not properly updated [74]. Incorrect logic will result

in an outcome that is unexpected due to an error in the smart contract function.

A smart contract that is logically correct but unfair creates a function that can be exploited by a

user to create an unfair outcome for participants. An example of this flaw within an auction system

is a seller placing a large bid in an attempt to drive up other auction bids. This creates an issue with

fairness among participants who are influenced to place a higher bid due to the seller forcing the

bid price up [72, 74].

Sample code snippets using Solidity for these flaws are in the Appendix chapter in Section 7.1.

An unfair, smart contract can have disastrous effects on trust in an application. Without proper

safeguards, an unfair smart contract can ruin an application, creating an inferior product for users.

2.6 Related Works

There are applications that have been developed that have similarities to this thesis project. The

works cited here show the novelty of this thesis project, but provide supporting material for dif-

ferent aspects of the project. The related works covered are encompassed in the following scopes:

emerging technologies in the healthcare transport sector, blockchain based auction platforms, and

blockchain based applications in healthcare.

2.6.1 Emerging Technologies in the Healthcare Transportation Sector

New technologies aiming to solve issues in emergency response related fields are emerging every

year. These technologies provide novel solutions to present issues in the healthcare transportation

sector.

One such product is DistressNet [75], a cloud based application to help emergency responders

respond to natural and man-made disasters. DistressNet collects data, using sensing, networking
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and data management, to send to first responders and emergency personnel so they can better nav-

igate and handle these disasters. DistressNet showcases how new and emerging technologies that

use distributed systems are able to provide security and support in emergency response systems.

Another example is Secure Priority Vehicle Movement Technology [76], which is based on

blockchain technology. This technology uses blockchain to securely connect autonomous vehicles,

and only authorized blockchain nodes are able to make the vehicle move. The prototype outlined

has three main cases for Attack Scenarios on priority vehicles, VIP Vehicle Movement, Ambulance

Movement, and Special Material Transport. This prototype addresses many security concerns with

autonomous vehicles, in various applications, by using blockchain tools; showcasing blockchain’s

potential applications in applications that need to be secure.

Blockchain-centric Resource Management System [77] is a disaster response and relief system

that utilizes blockchain based web/mobile applications. The goal of this application is to reduce the

time for goods to be transported to areas affected by disasters. This would allow for those involved

in the disasters to be provided with relief much quicker than typical. This system also allows for

support for multiple blockchain frameworks, which increases the versatility it can be used. This

system showcases the utility and flexibility of blockchain and how it can be applied to systems to

increase throughput of objectives.

These applications show the ability of new applications, although not specifically blockchain,

to have a positive effect on the healthcare transportation sector. Creating new possibilities for other

applications to continue to improve the field.

2.6.2 Blockchain Based Auction Platforms

There are existing auction platforms that utilize blockchain technologies. These applications show-

case examples of fully functional blockchain based auction applications for selling a product.

OpenSea [78] is a very popular digital marketplace that utilizes blockchain auction platforms.

OpenSea utilizes two different types of auctions: Ascending Auctions, and Descending Auctions.

If an auction finishes at or above one ETH OpenSea pays the gas fees for processing, but if the

auction finishes below one ETH the seller is not obligated to complete the transaction but is given

the chance to accept. OpenSea [78] also allows for sellers to accept an offer at anytime during the

auction. Allowing for users to accept auction bids at any time would create shorter auction times

and better support the seller.

Rarible [79] is another blockchain based auction system that utilizes timed auctions and open

auctions. A timed auction has a set time period where users can bid on an item. Rarible [79] offers

selling NFTs with a fixed price as well as using the auction system they have implemented. This

application gives users different options for selling their product, a feature that may be beneficial

for this thesis project.

Both of these examples of blockchain based auctions showcase great examples of how blockchain

technologies can be utilized for auctions; however, both of these applications are applied to NFT

trading, which limits their usability in different applications. However, they provide positive as-

pects of blockchain auctions and have implemented features that could be desirable for this thesis

project.
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2.6.3 Blockchain Based Applications in Healthcare

Blockchain has many applications in healthcare that have proposed since blockchain began gaining

popularity. These applications showcase the benefits of utilizing blockchain technologies in the

healthcare field.

A blockchain based record management system is a prime example of an emerging blockchain

technology. This application aims to securely store patient information so that it can be quickly

accessed to reduce the number of pre-hospital deaths. This system uses blockchain technologies

along with secure file transfer to accomplish this goal. Create a continuous footprint of patient data

throughout the medical process [80]. Public trust is an important factor to consider when handling

medical information. This prototype showcases a blockchain technology that creates secure data

and maintains public trust.

Blockchain-based Secure Ambulance-to-Everything Communications [81] aims to create trust

and security in a system using blockchain technologies. It consists of an ambulance response to

an emergency rescue operation, using blockchain to securely differentiate between an ordinary ve-

hicle and an emergency vehicle. This differentiation between vehicles will allow for safer forged

communications with traffic lights and will secure broadcast communications, creating safer trans-

portation during emergencies [81]. This application provides good evidence how blockchain can

be applied to emergency response scenarios to create safer and more secure outcomes.

DITrust Chain [82] attempts to utilize blockchain and the Internet of Things (IoT) to establish

a trustworthy communication. In this application, the smart contract guarantees authentication of

budgets, reducing semantic gaps while still enhancing trust. This is applied to the healthcare sys-

tems to create secure communication by applying innovative technology. This technology, overall,

will improve the healthcare system by using emerging technology to improve outdated systems.

This application showcases how blockchain technology can be applied to other systems to create

secure communications and records.

Each of these applications showcase different methods of using blockchain technologies to

improve healthcare. Each of these applications has to deal with public trust in order to, create a

better environment for patients, and have high security of medical data to be considered viable

solutions.
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Chapter 3

Preliminary Survey and Analysis

In this chapter we describe the motivation behind SCeFSTA, its key requirements, and suitable

features. In the current emergency response system, there is waste and lack of competition between

emergency transportation companies. The current Emergency Response System has several flawed

characteristics that could be remedied with new technology.

3.1 Research Methodology

The research methodology followed in this thesis takes the form of Figure 3.1. This includes two

separate iterations, each having multiple steps.

First Design Cycle Iteration

The first design cycle began by consulting domain exports in the healthcare transport sector. We

conducted semi-structured interviews with key stakeholders, consisting of paramedics and EMS

coordinators from both rural andmetropolitan backgrounds. Table 3.1 summarizes the stakeholders

and their roles. The primary focus of these interviews were to understand the application area

and who might benefit from an improved healthcare transportation system. The interviews were

recorded and transcribed using Zoom video conferencing software.

The responses we received helped in three key ways: 1) to refine our research problem and

question; 2) to validate our initial understanding of the healthcare transportation sector and its

issues; and 3) to inform our research approach within the design science methodology.

The second step of the first iteration in Figure 3.1 was to formulate the objectives, requirements,

Find Solution ObjectiveIdentify Problem Design and Develop
Solution

Demonstration Evaluation

Identify the problem with
consultation from domain
experts such as first responders,
firefighters, police, etc.

Find the problem of an auction
system in an emergency setting

Refine the problem with the
evaluation data.

Define objectives, requirements,
and formulate design principles 

Refine the requirements (Trust,
Lower Cost, Guaranteed
Payments, Patient Monitoring,
Flexibility, Timliness, Privacy

Update the design principles

Formulate technical features to
follow design principles
Construct a proof-of-concept
application

Upgrade the application with new
design principles.
Develop flexible smart contracts
to support multiple domains
Extend current functionalities to fit
first responder viewpoints 

Demonstrate how the system
can help improve the healthcare
transportation sector through a
pre-recorded demonstration

Demonstrate the application
through a final round of
interviews with a live
demonstration

Evaluate the system using
feedback from participants

Conduct thorough evaluation of
the sealed-bid auction system
and evaluate its fairness

Ite
ra

tio
n 

1
Ite
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tio

n 
2

Figure 3.1: Design cycle diagram for SCeFSTA
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Table 3.1: Description of Interviewees

Interviewee # Role Locality type Year’s of practice

#1 Police Sergeant Metropolitan 25 years

#2 Fire Chief Rural 32 years

#3 Fire Captain Rural 20 years

#4 Paramedic Rural 19 years

#5 Paramedic Rural 9 years

#6 Part-time EMT Rural 3 years

#7 Director of Emergency Mgt. Metropolitan 15 years

#8 Fire Chief Metropolitan 35 years

#9 Assistant Chief Metropolitan 41 years

#10 EMS Coordinator Metropolitan 22 years

#11 System EMS Mgt. Metropolitan 18 years

and design principles of the research. These design principles define what the platform needs to

incorporate in order to be successful.

Utilizing the design principles drafted in step 2, the third step includes taking the design prin-

ciples and constructing a proof of concept application.

The fourth step is demonstrating the proof-of-concept application to the stakeholders. This

includes the same group of people mentioned in step 1; in order to validate the proof-of-concept,

as well as receive feedback on how to make improvements. The last step of the first iteration is

simply evaluation of the feedback from step 4. Once all the data is compiled, and all feedback is

received, the design cycle shifts into the second iteration.

Second Design Cycle Iteration

The first step in the second iteration of this research was to identify why the current auction system

was not a good fit for the platform. We used the evaluation from the last step to identify refinements

that would need made.

The next step was to refine the requirements specified in step 2, iteration 1. From here, we got

our final set of requirements, shown in Figure 3.1. After getting the new list of requirements, the

design principles were also updated to reflect the new changes.

Using these new requirements, we updated the proof-of-concept. To do this, we developed flex-

ible smart contracts that were able to handle transportation across several domains of the healthcare

transport sector. In addition to the increased flexibility, we also extended other existing function-

alities of the proof-of-concept to enhance reliability.

The next step of the design is a second demonstration. We have not been able to complete

the demonstration at this point, but are looking to interview stakeholders. After completing the

interviews, we will close out the design cycle by evaluating the data from the interviews.
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Table 3.2: Potential application scenarios

Application Domain Description Benefits over the legacy system Shortcomings

Emergency Response,

not supported as

an improvement to

current emergency

response

First responders or police call the

ambulance dispatch centers to get

an ambulance that will transport a

patient to a medical facility

- Provides secure payments upon de-

livery of patients

- Finds cheapest possible option for

patient

- Increased dispatch time com-

pared to existing systems

- May not be viable/beneficial in

rural area

- Billing may be difficult due to

Medicare and insurance

Tiered Emergency Re-

sponse, supported by

interviewee #3, #5, #9,

and #10

First responders would use a hy-

brid implementation between the

emergency dispatch system and

our proposed prototype. Crit-

ical/unknown 911 calls will be

dealt with by the nearest first re-

sponder, but less critical cases will

be put up for auction using the

prototype

- Provides secure payments upon de-

livery of patients

- Allows government owned first re-

sponders to allocate time and re-

sources toward high acuity patients

- Gives private ambulances opportu-

nity to respond to low acuity 911 calls

- Potential confusion in which

system to use in a fast-paced

environment

- Delivery of critical patients will

not have guaranteed payment

for ambulances

Air-ambulance, sup-

ported by interviewee

#3

The application would be applied

to air-ambulance companies for

patient transport and med-flights - Produces fair competition in the air-

ambulance market

- Secure payments for transportation

- Small market due to limited

competitors

Inter-facility Patient

Transfer, supported

by interviewee #2, #3,

#5, #7, #9, and #10

This application would be ap-

plied to transporting patients be-

tween hospitals/facilities for dif-

ferent care

- Good for hospitals who do not have

internal transportation

- Provides larger market for private

ambulances

- Small scope for the project

- Not applicable to hospitals with

internal transportation services

Non-Emergency

Medical Transport

(NEMT), supported

by interviewee #1, #2,

#3, #7, and #10

This domain would not be used

in the case of emergency response

but rather for private transporta-

tion (i.e. nursing home transporta-

tion). Competition would be be-

tween private ambulance compa-

nies

- Provides competition between pri-

vate ambulance companies

- Secure and guaranteed payments

upon patient delivery

- Does not improve the emer-

gency response system

- Some private ambulance com-

panies may not want competi-

tion

Tragedy Cleanup, sup-

ported by interviewee

#3, #7, and #11

This application could be altered

to cater to tragedy cleanup, this

would allow the government to

put out auctions for needed con-

tractors to bid on to perform

tragedy cleanup

- This would allow for getting the

cheapest possible contractors

- Contractors would know how much

they will be paid ahead of time

- Costs needed to clean up

tragedies would be difficult to

calculate before cleanup

- This would require many alter-

ations to the intended imple-

mentation of the application
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Requirements Design Principles Features

Trust

Flexibility

Timeliness

Blockchain smart contract

DP1: Immediate payments

DP7: Open and transparent contract design

DP2: Fair competition 

Privacy

Sealed-bid auctionGuaranteed Payment

Key Management

DP6: Data Accessibility and Privacy

DP8: Realtime patient tracking

Patient Database

Resource Optimization

DP4: Penalty 

Lower Costs DP3: Sole resource allocation

Real time location updatePatient monitoring

DP5: Identity management

Figure 3.2: Design principle diagram for SCeFSTA

3.1.1 Defining the Application Domain

Table 3.2 summarizes the possible application scenarios that the interviewees suggest. The tiered

emergency response domain was recommended by Interviewee #5. They stated that using a dif-

ferent dispatch system for lower acuity patients would free up resources for local EMS. The Air-

Ambulance domain was recommended by Interviewee #3, they also denoted air ambulance com-

panies MedFlight, air care, Evac, lifeline, and noted there are many more than this. This opens a

new domain beyond ambulance transport with a much higher billing domain. Each of the proposed

domains were derived from independent research or ideas from interviewees to consider possible

applications of the prototype.

3.1.2 Research Question

How can we design a healthcare transportation system that is trustworthy, reliable, safe, flexible,

and cost-effective?

Many design principles were evaluated for the motivation of SCeFSTA. Figure 3.2 Showcases

the design principles, requirements, and the features required in this research. These design prin-

ciples were derived based off of feedback from our interviewees, outlined in Table 3.1.

3.1.3 Requirements

The requirements showcased in Figure 3.2 are outlined below. These requirements were derived

from domain knowledge and interviews with potential stakeholders.
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Guaranteed Payment

Guaranteed payment in the healthcare transportation sector means that medical transports are paid

for one hundred percent of their successful transports. In the current healthcare transportation

sector, it is not uncommon to not receive payment for a significant number of transports. Several

interviewees mentioned how payment can take months to be paid, and often much of the actual

costs are not paid. Interviewee #10 talks about the number of EMS calls their fire station took for

the year and billing rates:

“ We have billed out this year $718,280... but we don’t collect that, we have a collec-

tion rate of approximately 44 to 45%. ”

Public healthcare transportation companies are not typically paid their full amount for transporta-

tion services, they are typically paid less than 50 percent of what they charge. Another interviewee

speaks about funding as a major issue for EMS services. Interviewee #9 mentioned:

“ I think funding is the number one thing that’s an issue... it’s very difficult. These

things (funding for a fire/EMS station) run on razor-thin margins, so the room for

error is small... and getting reimbursement is one of the larges challenges. ”

Running a medical transportation is not any easy task, and this task is made much more difficult

by a lack of payment of services.

Resource Optimization

The resource optimization requirement referenced in Figure 3.2 represents a reduction of waste

of time and resources. This mainly stems from many medical transports being dispatched to a

single incident. Optimizing resources is a big challenge facing public emergency response systems.

Interviewee #5 states,

“ There is a lot of waste in EMS, being able to clear up some of the low acuity cases

for minor injuries, breaks, sprains, strains, would free up time and resources for high

acuity cases ”

When the interviewee mentioned acuity, they are explaining the degree of severity of the injury

and the need for an efficient emergency response. Interviewee #5 also mentions that any call made

to 911 for medical response must have an ambulance dispatched, regardless of severity of injuries.

Having the option to outsource low severity or low acuity cases to private ambulances, local first

responders can better cater to those who actually need emergency response.

Lower Costs

High costs are a prevalent issue in the healthcare transportation sector. Lowering the cost of trans-

portation would allow more people to utilize healthcare transportation.
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Trust

The trust requirement in Figure 3.2 includes the reliability of SCeFSTA, as well as the reliability

of, the users/stakeholders of SCeFSTA. When dealing with medical information and records, data

security/ privacy is a must to maintain public trust.

Timeliness

Timeliness refers to the platform being able to operate quickly and efficiently. For instance, the

auction system limits the amount of wasted and lost time, and the user interface provides seamless

navigation. Thus, timeliness is an integral part of the proposed design.

Privacy

Given the medical application of this research, security of data, privacy for the patients, and trust

in the application is paramount. The Health Insurance Portability and Accountability Act (HIPAA)

[83] requires that patient data is kept secure and not released to any unauthorized users.

Flexibility

Being flexible and adapting to make improvements is important to the first responders we inter-

viewed. They were asked the following question: “Do you find it viable to change the current EMS

system?”

Many of the interviewees thought it could be difficult to make changes. However, the EMS

system has been altered countless times for better optimization. Interviewee #11 stated:

“ I think that we should always be looking for a way to better ourselves (improving

EMS services)... however, there may be some challenges in doing that with a lot of

different groups (different regions and states). ”

Patient Monitoring

The ability of medical facilities and the delivery verifiers to monitor patient status is important in

maximizing patient safety.

3.1.4 Design Principles

The design principles for this research were directly derived based on the requirements outlined

above and in Figure 3.2.

Design Principle 1 - Immediate Payments

Given that guaranteed payments is a requirement of SCeFSTA, immediate payments was made a

design principle. This principle is regarding paying medical transportation companies in full, as

soon as they deliver the patient.
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Design Principle 2 - Fair Competition

The second design principle in Figure 3.2 came from the following interview question: Would

you support competition between healthcare transportation companies? This interview question

was to gauge how interviewees felt about creating competition between healthcare transportation

companies through an auction system. The majority of the interviewees were in favor of created

competition. Interviewee #2 stated he was in favor of competition because it may solve staffing

issues:

“ Staffing is our biggest issue right now, getting qualified applicants is difficult. I

don’t think they (private ambulance companies) have the workers either. ”

It is important to note, however, many of the interviewees were skeptical of competition in emer-

gency scenarios due to added time taken to provide vital services to the patients. This repeated note

by the interviewees lead to design principle #2 mentioned in Figure 3.2. Fair market competition

was derived as a principle from the requirement of trust and is supported by the sealed-bid auction

feature. The following question was presented to the interviewees.

Would the use of sealed-bid auctions be fair for all transport companies involved?

This interview question had a wide variety of answers. Some interviewees were more in favor

of open bid auctions. Interviewee #2 stated:

“ I would think it would be better to do open bid auctions, so people can see how low

they have to be to stay competitive and can make as much money as possible, if not

you may put ambulance services out of business due to not making enough money. ”

However, interviewee #3 believed the type of auction would not have a large impact on the fairness

of outcome:

“ I don’t think sealed-bid or open-bid auctions will have a large impact either way. ”

Another interviewee feared the sealed bid auction would produce overbidding by healthcare trans-

portation companies. Interviewee #4 claimed:

“ With it being the lowest bid, it will incentivize companies to bid on a lot of tenders,

so the people on the units may get run ragged from having too many jobs. This may

cause worker burnout for the drivers. ”

The fair auction mechanism comes from the privacy and trust requirements, and is supported by

the sealed-bid auction feature proposed.

Design Principle 3 - Sole resource allocation

Sole resource allocation in Figure 3.2 references only one transport being dispatched for each pa-

tient, helping satisfy the resource optimization requirement, which is delivered through the sealed-

bid auctions.
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Design Principle 4 - Late penalties

The penalty design principle refers to penalizing transport companies for delivering a patient late,

or for not delivering the patient at all. This design principle was designed to increase trust.

Design Principle 5 - Identity Management

Many different users require the use of an identity management system. The identity management

system will help keep track of all users of SCeFSTA, ensuring user information is kept secure, and

confidentiality of patient data is kept. Identity management is supported by the blockchain smart

contract feature.

Design Principle 6 - Data Accessibility and Privacy

Given HIPAA [83] and patient privacy as a requirement, data accessibility and privacy was made

a design principle of this platform. This is supported by the patient database to ensure patient data

is always accessible to authorized users, but private from those who aren’t.

Design Principle 7 - Open and Transparent contract design

An open and transparent contract design, outlined as a design principle in Figure 3.2, helps create

trust in the system. This comes from showcasing exactly how the smart contract operates, especially

when funding is involved. This also supports flexibility of the platform, because the smart contract

is able to be adapted and refined to several fields as stakeholders learn the ins and outs of the system.

Design Principle 8 - Real-time patient tracking

The last design principle drafted was real-time patient tracking. Real-time patient tracking includes

live updates on a patient’s whereabouts, in order to support the patient monitoring requirement.

3.1.5 Features / Tools

In the proposed system, several of the features are designed to satisfy the design principles men-

tioned in Figure 3.2.

Sealed-Bid Auctions

A sealed-bid auction allows for fair competition and sole resource allocation. Competition in the

economy’smarkets is fundamental in generating a healthy economy. Markets with firms competing

for customers fosters lower prices and better products for consumers [66]. Markets that do not

have strong competition are going to result in higher prices for inferior goods than if strong market

competition was present. A lack of market competition results in a single entity controlling the

majority of a market. Allowing them to keep other competitors from entering the market, creating

an unequal playing field [66]. Auctions are a commonly used method for creating competition

when trying to sell a good or service. This section will outline many types of auctions as well as
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their core functionalities. Utilizing blockchain based auctions can lead to a lack of fairness within

an auction. Without the proper controls, it is possible to design a smart contract that does not behave

as intended, creating a lack of fairness for users. When creating competition in a new market, it

is paramount to consider fairness of competition to ensure a single market does not control the

market, and that the applications being used to create competition behaves as intended.

Real-time location update

Real-time location updates allow for accurate patient tracking, which will help users track patients

easily. This is accomplished through a separate database that tracks each patient’s current location

and is updated regularly. It helps the users of the system keep track of where patients are at and

when they can expect them to arrive.

Patient Database

The patient update database provides data accessibility and privacy principles while simultaneously

supporting real-time patient tracking. Security in Distributed Ledger Technology can be an issue

for different applications utilizing smart contracts. Given the domain of this research, it is important

to consider the security and integrity of patient information under the Health Insurance Portability

and Accountability Act (HIPAA) [83]. Due to this, we require a private storage system to keep

patient data secure.

Key management

Key management will help support the identity management of users, as well as support data ac-

cessibility and privacy. Smart contracts utilize unique wallet addresses, given this we are able to

use this to identify users and keep user data secure.

Blockchain Smart Contract

Finally, the blockchain smart contract is the center of most of the design principles. It enables

the penalty system, controls identity management, and allows for an open and transparent smart

contract design. The use of blockchain technologies brings up many security questions. Due to the

decentralized nature of blockchain, a basic use of blockchain technologies would leave patient data

exposed. To remedy this, many frameworks have been developed to reap the benefits of blockchain

technologies while maintaining privacy of data [84]. These frameworks make blockchain a great

tool to host applications while still keeping users data private and secure.
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Chapter 4

Design and Implementation

This chapter provides detail on the design and the implementation of Smart Contract enabled Fair,

Secure, and Transparent Auction (SCeFSTA).

4.1 SCeFSTA Design

SCeFSTA creates a platform for increasing competition between healthcare transportation compa-

nies. This should create fairness and balance in the market for emergency response, inter-facility,

and non-emergency medical transport (NEMT).

Figure 4.1 outlines the design of SCeFSTA. In Figure 4.1, there is a database and blockchain

smart contract working together as the back-end of the application. The front-end is a NextJS

application hosted on a website. SCeFSTA can be accessed through both desktop and mobile

browsers, and the interface can be used by any of the four users of the system. The four users

showcased in Figure 4.1 are Administrators, Transport Hirers, Transport Providers, and Delivery

Verifiers.

4.1.1 Participants

There are many roles in SCeFSTA:

• Transport Hirer: this user initiates auctions for the providers to bid on. The hirers control

tender creation as well as retracting and reclaiming tenders. More information on this is

given in Table 5.3.

• Transport Provider: this user is responsible for bidding in auctions and delivery of patients

to the verifier for auctions that are won.

• Delivery Verifier: the verifier will ensure the patient was delivered on time and safely. E.g.

Hospitals could verify the patient delivery.

• Administrator: an administrator oversees the users’ accounts and has the ability to add and

remove accounts.

• Patient: the patient is the person in need who is being delivered to the verifier.

These participants have certain smart contract API functions they are able to access. Detailed

information about these calls and which users can call them are in Table 5.1 and Table 5.1.
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Figure 4.1: SCeFSTA architecture design diagram

4.1.2 Blockchain

Blockchain networks provide technical infrastructures for processing transactionswith the blockchain.

Blockchain networks also allow for easy access to the blockchain ledger and the smart contract,

creating better connectivity for applications [42]. There are multiple types of blockchain networks

and many different networks for each type with differing functionality.

There are multiple factors to consider before selecting which network to implement into a

project. Speed, cost of transactions, security, and user base are important factors of blockchain net-

works to consider. Four highly regarded networks are, Ethereum [43], Avalanche [46], Ethereum

Layer2 Polygon [44], and Fantom [85]. Each of these options displayed strong connections to each

of the valued factors. Ethereum is an expensive network with slow transaction throughput when

compared to other options. However, Ethereum [43] has a very large user base and a lot of sup-

port from the community and also has its own currency, ETH. To remedy some of these issues,

Ethereum released separate blockchains that extend Ethereum called Ethereum Layer2. Layer2

options aim to reduce costs, increase throughput, all while maintaining Ethereum tools. Polygon

is an example of a Layer2 extension that has much lower gas price costs and higher throughput,

but does have less supporting documentation compared to other networks [44]. Fantom is one of

the fastest networks available, but it too is missing strong documentation and a large user-base
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Table 4.1: Ethereum blockchain network vs. Avalanche blockchain network [6] [7]

Feature Ethereum Avalanche

Scalability Medium High

Ecosystem Well established Rapidly growing

Fees High fees and susceptible to network congestion Lower fees and more stable

Transaction Costs 13 Transactions Per Second (TPS) 4,500 TPS

Transaction Finality 6 minutes <2 seconds

[45]. Avalanche [46] is an increasingly popular competitor to Ethereum. It is growing rapidly

and is stated to be the leading blockchain for the financial services in the web 3.0 economy [45].

Avalanche also has high transaction throughput with low transaction costs when compared to other

networks. Avalanche also has its own currency, AVAX, which provides a different option from the

highly regarded Ethereum [46]. There is no shortage of blockchain networks to choose from, and

each network offers benefits and trade-offs for creating a blockchain that is tailored to a specific

purpose.

Transaction Throughput: Avalanche uses a three-blockchain structure to support strong

transaction throughput. A quick transaction throughput allows users to wait less and have an over-

all better user experience. It also reduces the time patients have to wait, which could be drastic

in a critical patient setting. Avalanche’s average throughput is around 4, 500 transactions per sec-
ond (TPS) while Ethereum’s TPS is around 13 transactions per second, showcased in Table 4.1.
Avalanche also has a significantly lower transactional finality than Ethereum, making it a better

overall option for this application [6]. This throughput time of Avalanche is very good compared

to other networks like Ethereum.

4.1.3 Cryptocurrency

Transparency of transactions is a pressing issue when it comes to blockchain transactions. Cryp-

tocurrencies can be confusing and extremely volatile. One solution to this issue is the use of a

Stablecoin. Stablecoins aim to create significantly more predictable costs than other cryptocurren-

cies. This is done by pegging the value to another currency, commodity, or financial instrument

[40]. One example of a Stablecoin is Dai [57], Dai is a currency that runs on Ethereum (ETH) and

is a decentralized Stablecoin. This Stablecoin attempts to keep the price of the currency constant,

aiming to maintain a cost of $1.00 USD [57]. This provides a solution to the issue of highly volatile

of cryptocurrencies and creates a stable currency for blockchains to take advantage of.

4.1.4 Sealed Bid Auction

SCeFSTA utilizes sealed-bid auctions to keep individual bids from the transport companies. The

goal of this is to promote fairness between transport companies during the auction. Auctions are

initiated by the tender poster, who sets a bidding period length and maximum tender amount for

the auction between nearby transportation companies. Once the auction has begun, each company

has a limited period of time to submit a single bid with a penalty amount. Once the auction is over,
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the transportation company can reveal their bid to see if they won the auction. After winning the

auction, they proceed with the transport of the patient. A brief description of each of the smart

contract API calls as well as who is able to call the API are listed in Table 5.3.

The auction process and overall throughput of SCeFSTA are outlined in the four stages below.

Tender initiation

Tenders are posted by tender issuers. These tender issuers could be first responders, patients, nurs-

ing homes, etc. When a tender is posted, it is given the location of the patient, a time limit for

the auction, allowed hospitals for transportation, and a penalty amount. Once a tender is posted,

there is an auction period for the specified auction time period. Tender initiation is showcased in

Figure 4.2 in the beginning of the Secret Bidding Period.

Bidding and winner selection

Once a tender is posted, the auction period begins. During this period, ambulances have the ability

to put in one sealed-bid, a bid that is not accessible to other participating competitors. After the

auction period, all the ambulances will reveal their bids and the lowest bid that is revealed wins the

sealed-bid. Once the reveal period is over, transports can check the tender to see if they were the

winner. If so, they can proceed to pick up the patient. Bidding and winner selection is showcased

in Figure 4.2 at the end of the Secret Bidding Period.

Algorithm for Auction Mechanism

SCeFSTA has a relatively simple auction mechanism. The algorithm for the auction system is out-

lined in Algorithm 1. This showcases the entire auction process from tender initiation to payment

to the transport for the successful delivery of the patient. This algorithm reinforces the stages of

the auction system outlined.

Patient transport and verification

After winning the sealed-bid auction, the winning ambulance will pick up the patient from the spec-

ified location. After receiving the patient, the ambulance will proceed to the hospital/designated

drop-off area with the patient. Upon delivery, the patient will be accepted and funds will be trans-

ported to the ambulances crypto-wallet immediately. Patient transport and verification begins after

Patient Delivery Period begins and ends during the Payment Period outlined in Figure 4.2.

Penalty

Each tender is assigned a penalty amount when posted by a tender issuer. This amount is paid to

the tender issuer and will be returned if the tender is not won by the ambulance/transport. It is also

returned if the ambulance/transport wins the bid and provides an on time delivery. This penalty

amount ensures companies are not bidding on tenders they are not able to take, or else they will

lose the penalty amount.
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Algorithm 1: Algorithm for SCeFSTA Auction Mechanism

1 Tender Initiator ua posts a tender t creating an auction γ with a due date td, a penalty tp, a

max bid pmax
b , and a final bid pfinalb

2 Bidder ui places a bid p
i
b with penalty amount pp

3 if γ is open then

4 if td has not passed & ui has not placed a bid & ui is registered as an ambulance & pp
matches tp then

5 if pib < pfinalb then

6 pib ← pfinalb

7 Lowest Bidder ulowestBidder ← ui

8 else

9 Discard pib

10 else

11 Close γ

12 else if γ is closed & td has passed then
13 Lowest bid amount pmin

b ← t
14 Tender Winner pays penalty tp, to be returned on successful transportation of patient

If an ambulance/transport does not deliver the patient on time, there will be a penalty amount

removed from their payment. This aims to reduce late deliveries and hold ambulances/transports

accountable for deliveries they accept. This should reduce the amount of overbidding for fear

of losing money on transactions. The penalty amount is specified in the postTender function in

Figure 4.2, and a transport must pay this penalty amount if they fail to deliver a patient.

4.2 Prototype Implementation and Demonstration

This section describes the components that were used in implementing SCeFSTA.

4.2.1 User Interface (UI)

The prototype has five main pages in the UI:

Login Page

this page is the landing page for the application that directs users to login through MetaMask [65].

This is shown in Figure 4.3a. If a user does not already have MetaMask account installed on their

browser, it will alert them and guide them through installing it before allowing them to log in. If

MetaMask is installed the user is able to connect an account through their application, then they

are allowed to log in, being routed to their default dashboard.
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Admin dashboard

this page is only accessible by administrators and showcases all user account information. In the

admin dashboard, administrators are able to add and delete any type of users, except for other

admins. Each of these functions are showcased in Table 5.1 under the account smart contract.

Only the creator of the smart contract is able to add and delete admin users. The administrators are

also able to view any information associated with user accounts such as their walletID, address,

name, etc.

Initiator dashboard

this dashboard is accessible to initiator/transport hirers or inter-facility accounts, and showcases all

the tenders currently established, and also has a tender form, shown in Figure 4.3c. From this page,

authorized users can create tenders, reclaim tenders, or retract tenders. More information about

these functions are referenced in Table 5.3. Within the tender form, a hirer selects the allowed

delivery verifiers, then has an option whether the tender is for an appointment, or an emergency

scenario. If an appointment scenario, the hirer selects a date and time for the appointment, as well

as the payment amount. If an emergency scenario, the hirer gives information on the patient’s status

and injuries, and then sets a delivery time limit for how long transports have to pick up and delivery

the patient.

Transport dashboard

transportation providers have access to this pagewhich allows them to view and bid on open tenders,

reveal placed bids, and check their status on bids that have been revealed. This page can be seen

in Figure 4.3d.

Facility dashboard

the facility dashboard is accessible by facility and inter-facility accounts and displays all pending,

incoming, and accepted patients for that facility, shown in Figure 4.3e. From this page, verifiers

are able to verify when a patient is delivered to an allowed facility.

Patient update map

this page showcases the patients who are currently in transport to a delivery verifier, showcased

in Figure 4.3f. This update system helps users visualize where all of the users and patients are

currently located.

The user interface of SCeFSTA is designed to be a simple and efficient as possible. The screen-

shots in Figures 4.3a-4.3e showcase some of the main functionality of the system.

In order to create an easy and efficient user interface, the front-end was developed using the

Next.js [86] framework and React.js libraries. Next.js is a very well-supported framework which

promises longevity of the prototype. Next.js also provides many components and tools that aid in

creating a positive and intuitive user experience. The prototype itself was hosted on an EC2 instance
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through Amazon [87]. This provides a secure and reliable host for the prototype to eliminate any

downtime that may come from a less reliable source. Having continuous connectivity is of the

upmost importance when working in emergency situations, so a reliable host is a necessity for this

prototype.

Security - SSL

OpenSSl communication is paired with blockchain transactions to create secure communications

between all components of the prototype. OpenSSl is a widely known open library used for secure

communications [88]. Security is one of the most important factors in public trust and must be

considered when working with confidential data.

Mobile App

Through the MetaMask mobile application [65], users of SCeFSTA can confirm transactions from

our platform. This allows for increased portability, allowing users to easily access transactions.

4.2.2 Blockchain Network in Use

The use of Avalanche provides the necessary transaction throughput, transaction security, and im-

mutability of data necessary for a prototype in the healthcare domain.

The smart contracts for this prototype were deployed on Avalanche Fuji C-chain [46], a test

chain for Avalanche applications. The smart contracts were built using Solidity programming lan-

guage [89]. Smart contracts are applications that control the functionality of accounts within the

Ethereum state. Solidity is a high-level object-oriented programming language, and it was designed

to target the Ethereum Virtual Machine (EVM) [89].

4.2.3 Crypto Wallet - Metamask

Cryptocurrency is typically held in cryptocurrency software wallets, otherwise known as crypto-

wallets. This allows users to securely store their cryptocurrencies and tokens in a single location

that is readily accessible. There are two types of crypto-wallets, Hot wallets are crypto-wallets that

are connected to the internet and readily accessible. Cold wallets are not connected to the internet

and are less convenient to access but more secure [63]. This project requires the use of hot wallets,

so transactions can be made instantly and payments can be confirmed upon deliver of a patient.

Crypto-wallets can be utilized to perform many transactions including, buying, trading, lending, or

earning cryptocurrency.

Given the secure nature of this research, selecting a strong cryptowallet for users to use is

paramount. The transactions completed must be secure, fast, and easily-accessible. The crypto-

wallet selected for this project was MetaMask [65]. MetaMask allows for interactions and trans-

actions between the blockchain. It is a simple google extension which allows for ease of use for

checking and sending cryptocurrencies in a user’s wallet. MetaMask also offers a mobile option,
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(a) Login dashboard, the first page accessed by users

that provides MetaMask login

(b) Admin dashboard, allows administrators to see

all users. As well as adjust their permissions

(c) Tender form, provides a physical interface for

the postTender API call

(d) Ambulance dashboard, allows transporters to see

tenders under auction, their placed bids, as well as

in-progress tenders

(e) Facility dashboard, allows delivery verifiers to

see incoming patients, and already accepted patients

(f) Patient update map, provides real-time updates

of patient locations

Figure 4.3: Screenshots of the SCeFSTA User Interface
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which allows for easy access from any mobile device. The essential features provided by Meta-

Mask are broadcasting transactions, send/receive cryptocurrencies and tokens, securely connect to

Decentralized Applications (DApps), and store/manage multiple account keys in a single wallet.

4.2.4 Patient Update Database

A centralized database such as a SQL database is very secure, with the proper safety protocols, and

allows for safely storing patient information to ensure there are not anyHIPAA violations. A simple

MySQL [90] server was used for the database. This database is used to support the blockchain and

store non-critical, personal information off-chain. This reduces the amount of information stored

in the blockchain, creating lower overall gas costs and waiting time for information to be retrieved.

The database has two tables which hold all the user and patient information. The Users table holds

the user’s walletID as the primary key, the user’s first and last name, email, location, username, and

type of account (Admin, Initiator, Transport, or Hospital). The second table named Patients holds

all the patient information necessary for the transporters to move the patient from one location to

the end destination.

4.3 Technical Challenges for Implementation

We facedmany issues during the design and development period of this project. Given that blockchain

technologies are relatively new we faced issues with React modules becoming deprecated and be-

ing forced to switch to new modules. We also had to make a major adjustment and transfer our

user/patient storage from MongoDB[91] to a MySQL[90] database. We also had to make several

large changes in the scope of the project, following our initial interviews. Detailed information

about the issues we faced are listed in this section.

We faced several obstacles throughout design and development of SCeFSTA that caused set-

backs and required major application changes. In the end, these changes made our application easy

to customize and made the project code easier to navigate.

4.3.1 User Storage

Early in the development of this thesis, we decided to change our user storage system from Mon-

goDB to MySQL. This switch was because we thought MongoDB was not as portable and user-

friendly as MySQL; however, switching this required starting the database from scratch. This also

required creating a host for the newAPI and reworking the interfaces within the NextJS application.

4.3.2 Deprecated Blockchain Networks

Another major issue faced throughout development was the Ethereum testnet originally imple-

mented became deprecated, and we were no longer able to use this. Originally, the testnet infor-

mation was hard coded into a configuration file and individually into each React function that calls

the smart contract API. With how the testnet and smart contracts were implemented, it was very
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difficult to change the testnet used, requiring refactoring each of the smart contract API callers by

hand and extensive configuration. Instead of re-implementing everything by hand, we decided to

refactor our configurations to allow to easily alter the blockchain network and currency utilized.

The new implementation has a single configuration point that changes the implementation of each

smart contract call and the interface with the smart contract. This allows owners of the smart con-

tracts to decide which blockchain network they want to use for their system and streamlines any

changes made with the blockchain network.

4.3.3 Deprecated React Modules

Wallet and transaction transparency was an important consideration in this project. Users need to

be able to quickly see how much currency they have in order to ensure they have the funds required

to post a tender or pay the initial penalty fee for a tender. To help keep wallet balances transparent,

we needed to implement a feature that showed users how much cryptocurrency they had in their

MetaMask wallet. The React module we originally implemented for MetaMask did not have a

feature to get the wallet balance, so we were forced to either not implement the feature or refactor

our wallet system in order to implement this feature. We ultimately decided to implement a new

React module, which required refactoring our login system and ultimately provided better features

than we had access to before.

4.3.4 Domain Flexibility

Another requirement we derived from our interviews was that our application needs to be flexible

and should ultimately be able to support several domains of the healthcare transport sector. In order

to implement this, we decided it was better to create two separate smart contracts for the applica-

tion. One smart contract contained all the API functions for creating, deleting, and viewing user

permissions. The other smart contract has any code pertinent for the sealed-bid auction system.

Following this, we had to refactor how the users work so we could support several types of trans-

port hirers, and support delivery verifiers that can also serve as transport hirers for inter-facility

transportation. These changes also required reworking the tender form so that the new types of

transport hirers only have access to certain types of tenders.
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Chapter 5

Evaluation and Validation

This chapter provides evaluation on costs and API times of the application. In addition to this, the

chapter also provides validation that the design requirements of the application are satisfied.

5.1 Evaluation

We evaluate the prototype in two different scenarios. In the first method, we used a blockchain

tool-chain called Foundry[92] in order to test the gas prices of our smart contract. In the second

method of evaluation, we evaluate the solidity contract using the Truffle test suit in order to get the

API latency of API calls from JavaScript to the blockchain.

In addition to estimating the gas price of the smart contracts, we also utilized Foundry for unit

testing. These unit tests ensured correct functionality for the program API calls throughout the

development cycle. We evaluated the system using two methods: 1) estimating the gas price for

each API call and 2) estimating API latency, as described in this section.

5.1.1 Estimating Gas Prices Using Foundry Tool-chain

Foundry Tool-chain [92] was also used to generate estimated gas prices for the prototype API calls.

This allowed for tweaking/optimizing contract API calls for optimization.

Observing gas price for different API calls with static load

Gas prices for each smart contract API call were tracked in the SCeFSTA prototype. Figure 5.1a

showcases the minimum, maximum, median, and average projected gas prices (log-scale) of the

Account smart contract with 500 calls made to each API. Figure 5.1b showcases the minimum,

maximum, median, and average projected gas prices (log-scale) of the Auction smart contract with

100 calls made to each API.

From Figure 5.1a it is apparent there is not much variability between the minimum, maximum,

median, and average for the Account smart contract functions. This low variability showcases that

the program could be scaled up and down, but still have consistent gas prices among the API calls.

There are similar results when viewing Figure 5.1b, except for the getAllTenders function, which

seems to have some variability.
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Figure 5.1: Gas estimate (log-scale) for different API calls (500 each).

Table 5.1: Description of API smart contract functions in Account smart contract

API Name User Invoked By Description

addAdmin superAdmin Creates a user with administrator permissions for given crypto address

addAmbulance Admin Creates a user with transport provider permissions for given crypto ad-

dress

addHospital Admin Creates a user with delivery verifier permissions for given crypto address

addInitiator Admin Creates a user with transport hirer permissions for given crypto address

isAdmin Admin Queries to see if given crypto address is an administrator

isAmbulance Admin Queries to see if given crypto address is a transport provider

isHospital Admin Queries to see if given crypto address is a delivery verifier

isInitiator Admin Queries to see if given crypto address is a transport hirer

removeAdmin superAdmin Removes users (Admin) access from given address (if applicable)

removeAmbu-

lance

Admin Removes users (Transport Provider) access from given address (if appli-

cable)

removeHospital Admin Removes users (Delivery Verifier) access from given address (if applica-

ble)

removeInitiator Admin Removes users (Transport Hirer) access from given address (if applica-

ble)
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Table 5.2: Average price in USD of SCeFSTA’s smart contract API calls (average of 100API calls)
on 3 different blockchain networks – Ethereum, Polygon, and Avalanche. The prices for Ethereum,
Polygon, and Avalanche, as of October 8th, 2023 are $1636.92, $0.56, and $10.09 respectively [8].

API GWEI Ethereum($) Polygon($) Avalanche($)

addAdmin 21655 0.0035447503 0.0000012127 0.0000218499

addAmbulance 21647 0.0035434407 0.0000012122 0.0000218418

addHospital 21368 0.0034977707 0.0000011966 0.0000215603

addInitiator 21390 0.0035013719 0.0000011978 0.0000215825

getWinner 1110 0.0001816981 0.0000000622 0.0000011200

isAdmin 570 0.0000933044 0.0000000319 0.0000005751

isAmbulance 504 0.0000825008 0.0000000282 0.0000005085

isHospital 525 0.0000859383 0.0000000294 0.0000005297

isInitiator 569 0.0000931407 0.0000000319 0.0000005741

removeAdmin 800 0.0001309536 0.0000000448 0.0000008072

removeAmbulance 836 0.0001368465 0.0000000468 0.0000008435

removeHospital 836 0.0001368465 0.0000000468 0.0000008435

removeInitiator 871 0.0001425757 0.0000000488 0.0000008788

revealBid 143693 0.0235213946 0.0000080468 0.0001449862

postTender 778738 0.1274731807 0.0000436093 0.0007857466

secretBid 94674 0.0154973764 0.0000053017 0.0000955261

verifyDelivery 26485 0.0043353826 0.0000014832 0.0000267234

reclaimTender 9210 0.0015076033 0.0000005158 0.0000092929

retractTender 8718 0.0014270669 0.0000004882 0.0000087965

Scalability Effects on API Gas Usage with Varying Load

Figure 5.2a and Figure 5.2b showcases how gas prices (log-scale) are impacted when different

load factors (number of calls) to different API functions that occur in the smart contracts. It is

also apparent that the load factor of each API call is very consistent for all the load factors applied.

Figure 5.2b for the account smart contract shows that all the functions are stable in cost. Figure 5.2b

showcases the smart contract functions utilized in the auction process. The postTender API call is

initiated by the tender initiator, which begins the auction period for a given tender. The secretBid

API call is utilized by registered ambulances, in which they place bids unknown to other transport

companies on an open auction. The low variance in secret bid allows for the SCeFSTA prototype

to handle many bids from different transports at once. revealBid is the API called by a transport

vehicle to accept a winning bid. The getAuctionWinner API call returns the lowest bidder in the

auction. The only function that showcased varying gas prices with increasing load factor was the

getAllTenders function. Each of these functions would be called numerous times throughout daily

use of the prototype, and low variance in gas prices is a strong attribute of the API calls.

Evaluation of Gas Estimates with Current Crypto Prices

Table 5.2 showcases sample gas prices in GWEI for each of the smart contract API calls. This

is based off static load with 100 API calls, similar to Figure 5.1a and Figure 5.1b. The price of
Ethereum, Polygon, and Avalanche are all as of October 8th, 2023. Implementing the prices with

our gas estimates gives us insights into which APIs have the highest cost.

Table 5.2 showcases that using a blockchain network like Avalanche [46] provides very low

costs for our transactions. Due to this, transaction cost should not be a concern for those who utilize

the application properly, and the result of transaction fees should be negligent for users.
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Figure 5.2: Gas estimate (log-scale) with varying load factor. The load factor is the number of calls

to a given API function (shown in legend).

Table 5.3: Description of API smart contract functions in Auction smart contract

API Name User Invoked By Description

postTender Transport Hirer Creates a tender for transport providers to bid on with either a time limit

delivery period, or a set delivery date. This API call starts the sealed-bid

auction. The hirer gives information such as, patient location, severity of

injuries, etc. to help transporters respond best to the situation

secretBid Transport

Provider

This API call places the transporters sealed bid in a given tender. This

API can only be used on a Tender that is under auction

revealBid Transport

Provider

Invoked by transport providers, this API call occurs after the auction has

ended and is within the reveal period. A transporter must have a bid

placed for the given tender. Once revealed, the transporter will have to

check the getWinner API after the reveal period ends

getWinner Transport

Provider

getWinner tells transporters whether they won the auction and need to go

pick up the patient at the specified location

verifyDelivery Delivery Verifier This API is invoked once a patient is successfully delivered to an allowed

verifier. Once the patient is verified, payment funds are transmitted to the

transport provider

reclaimTender Transport Hirer reclaimTender is used on tenders that are past the due date of the auction.

The purpose of this is to allow the transport hirers to reclaim their funds

for a failed job

retractTender Transport Hirer This API is used on tenders that went through the auction period, but did

not get successfully claimed by a transport provider.
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Figure 5.3: Time delay estimate (in ms) for API calls with 10 API calls.

5.1.2 Tracking Time Needed for API Calls Using Truffle

Truffle [93] as Web3 development environment was used as the platform to deploy the SCeFSTA

prototype. Truffle made it possible to compile, develop, and visually test the prototype.The API

call’s time for execution was also tracked using Truffle [93]. This allowed for seeing the trade-off

between time (retrieved using Truffle and cost (gas prices retrieved using Foundry) to allow for

optimizing the program to be as efficient as possible.

The time for execution of each of the functions was tracked. Figure 5.3a and Figure 5.3b

showcase the smart contract API latency (in ms) for the Account and Auction smart contracts,

respectively. In Figure 5.3a the box plots showcase a relatively consistent latency delay of around

30ms for the add account functions and the remove account functions, and the isAccount functions

are very quick around 5ms.

When looking at Figure 5.3b for the Auction contract, it is evident that the majority of the API

functions are very short, somewhere between 50ms-100ms, except for getAllTenders and reveal-

Bid. getAllTenders shows a large variance between about 200ms and 600ms. revealBid has a lower

variance, but it has a much higher delay of a median around 1100ms. These lower times for these

two functions would not cause any issues within the auction process, but are worth noting. These

variances in latency are due to the fact that increasing the amount of tenders in the system increases

the latency for API calls such as revealBid and getAllTenders.

5.1.3 Overall Requirement Satisfaction

There are several features implemented in SCeFSTA; these features aim to increase the efficiency,

usability, and operation of the SCeFSTA application. Each of these features is discussed in more

detail below.
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Multiple Domain Support

Much of the feedback in the first iteration of the design cycle demonstration step, showcased in Fig-

ure 3.1, was focused on providing support for many domains within the healthcare transport sector.

Given this feedback, SCeFSTA it was adjusted to include the domains of Emergency Response,

Inter-facility Patient Transfer, and Non-Emergency Medical Transports. This required adding in

multiple types of initiators, Private, Facility, and Emergency. Each of these roles has different

options when creating a tender. The addition of these roles creates the ability of SCeFSTA to be

easily adjusted to many domains, increasing the flexibility.

Emergency and Appointment Tenders

Part of having flexible domains requires a flexible auction system for posting tenders. This requires

the use of two types of tenders, emergency and appointment. Emergency tenders allow an emer-

gency or a facility initiator to create a critical tender with a set auction period and delivery time

(i.e. transports have ten minutes to move from one facility to another). Appointment tenders are

accessible to facility and private initiators; they allow the user to schedule an appointment with a

facility at a specific time, rather than after a certain period of time, such as the emergency tenders.

The appointment tenders also limit the number of facilities the patient can be delivered at to a single

facility; meanwhile, an emergency tender can have several potential hospitals for delivery.

Allowing Specific Delivery Facilities

Another important feature in SCeFSTA is the ability for initiators to select options for the delivery

location. The initiator is given options for registered facilities within the system and are able to set

designated facilities that are allowed to accept the patient. Along with this list, each facility has a

distance to the location from the incident, as well as the time it takes to get from the incident to

each facility by utilizing the Google API. This feature helps give the patients options to ensure they

are taken to a facility that suits them best.

Wallet Transparency

In order to reduce accounting errors inside MetaMask, SCeFSTA showcases MetaMask informa-

tion, so the user is able to see their current account address, as well as the balance in the supported

blockchain network. This allows users to easily see if they have enough for a transaction and help

prevent errors of logging into the incorrect account.

5.2 Validation

The requirements for this project were outlined in Figure 3.2; these requirements were derived from

our first round of interviews in the early stages of our research. After designing, implementing,

and evaluating the prototype, we validated the prototype through a user study of eleven Miami

University students as potential users. These students were presented with background information
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on our initial interviews, the requirements derived from the interviews, and background information

on the auction system/application as a whole. After going through the background information of

the project, the students watched a short demo of the system in action. Once the students had seen

the demo, they were asked questions to validate whether we satisfied all the requirements outlined,

as well elicit for any major issues our application may have. In essence, we sampled eleven Miami

University students with a series of quantitative questions to validate we satisfied the requirements

defined in the thesis, and then we asked them qualitative questions pertaining to what improvements

could be made. The qualitative questions were open-ended questions for the participants in the user

study. These questions aim to find any issues or improvements that could be made. Details on the

feedback are listed in this section. The results from the user study for each requirement will be

discussed in more detail in this section.

Our initial goal for validating our study was to interview stakeholders of the system, similar

to our preliminary interviews. However, we spent extensive time trying to contact and conduct

interviews with these stakeholders. Despite trying to utilize personal connections, connections

through our previous interviews, and connections through the university, we failed to generate the

interest in our project and make the necessary connections to perform these interviews. Ultimately,

this was a learning point, showcasing that people in the medical field and healthcare transportation

field can be difficult to track down and schedule a meeting with. Not being able to create a good

line of contact with these stakeholders required that we adjust our approach and instead survey

students.

5.2.1 Requirements Validation

The students were asked simple questions that pertained to requirements outlined in our first round

of interviews in Figure 3.2. These questions were simple yes or no questions so we could get

straightforward responses about our requirements. The requirements we sampled based on were

guaranteed payment, resource optimization, lower costs, trust, timeliness, flexibility, and fairness.

The quantitative questions we asked pertaining to these requirements are as follows:

• Do you think the system adheres to the promise of guaranteed payment? Does it implement

a penalty for failed/late delivery?

• Are we reducing the wastage of resources?

• Do you envision this to lower costs to customers/patients?

• Do you think this auction system will promote fair competition?

• Do you expect it to enhance trust among all the involved parties?

• Do you think it will encourage the timely delivery of patients?

• Do you think the system is flexible enough for the users and service providers? Is it applicable

to the EMS, NEMT, and Inter-facility domains?
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Each participant answered “yes” for all seven of the questions that correlated to the design

requirements we outlined in this thesis. Ultimately, each of the requirements we sampled the user-

study participants on were deemed as satisfied by each participant.

5.2.2 Concerns and Potential Fixes

We sampled participants on if they had anymajor concerns with our system and if they had any fixes

for these issues with the question, “What are your major concerns with this proposed prototype?

What could be changed about the prototype to fix these issues?”

The majority of the study participants did not have major concerns with our application; how-

ever, we did receive valuable feedback on features that could be implemented to improve any

concerns the remainder of the participants had.

There were several concerns presented along with potential fixes for issues presented:

• Supply a backup vendor if a transport provider fails to pick up a patient. This would keep a

tender from being forgotten and a patient not receiving service

• Provide a response if a tender does not receive any bids due to a user input error or for some

other reason. This is partially handled by the reclaim and retract tender option, but this feature

could still be further improved for better patient support

• Another concern was about the load factor of multiple people placing bids at once. The

effects of multiple bids at once is showcased in the Evaluation section within this chapter

5.2.3 User Interface (UI) Evaluation

We asked the participants: “What did you think of the user interface? Are there any user interface

changes that would make the prototype faster or easier to use?” One participant stated:

I thought the user interface was really well organized. It was definitely easy to follow,

even as somebody who doesn’t know a lot about health care.

The responses pertaining to the user-interface were very positive, and several users thought the

UI was straightforward and well organized.

5.2.4 Efficiency and Usability Improvements

There were several recommendations and features that were given in the user-study to improve the

efficiency and usability of our application. This feedback was based on the question, “Are there any

features that you think could make an improvement in the efficiency or usability of the proposed

system?”

We wanted to attempt to get ideas for new features and gaps in the application that would

improve usability of the system. We got the following feedback from the participants:

• Create a notification system/pop-up countdown for bids and revealing bids to alert transports

when they need to act
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• Provide an alert system for transportation providers so they can alert others they are not able

to proceed with a transport

• Refine the penalty system to also include longer-lasting effects, transports who consistently

perform poorly are no longer able to participate in auctions

• Provide a means of automation/API integration, so people can set up preferences and auto-

matically bid on open tenders

• Implement an autofill address section to streamline creating tenders and inputting patient

locations

5.2.5 Alterations on Sealed-Bid Auction

To sample the participants on the sealed-bid auction, we asked them, “How do you think the sealed-

bid system could be improved?” One response recommended,

I think for emergencies, allowing the emergency initiators to have more control over

who gets the bid instead of just going to the lowest bidder so that life is best preserved

This could potentially be a good implementation, but based off the other feedback, is not an

essential implementation of our sealed-bid auction system. The feedback from this question was

largely positive, and each of the recommendations were relatively minor. One member liked the

concept of the sealed-bid, but thought it would be helpful to list the number of bids on each tender

to gauge interest from other companies. Another mentioned creating an incentive system for high

performing transports, and another participant recommended showcasing prices in USD instead of

cryptocurrency for better transparency of cost.

5.2.6 Privacy Concerns

We asked participants, “What are your opinions and concerns about privacy?” to sample if the

participants have any concerns about patient and user privacy from our application.

A few of the participants had concerns about privacy and HIPAA violations, but as mentioned

prior, measures are implemented to ensure that there is no sensitive patient information stored. In

addition to this, any information is stored on a private database, and we do not store any patient

data on the blockchain smart contract.

One participant mentioned this about privacy concerns relating to HIPAA violations,

Medical emergencies are covered by HIPAA laws. I believe this system would need

to take information security incredibly seriously. Some information might need to be

hidden from bidders to better provide privacy to patients. The system should operate

on a need-to-know basis
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As discussed in previous sections of this thesis, HIPAA violations were thoroughly considered

in this application. We made sure to not store any defining information about each patient, and

any information that is stored is not on the blockchain network and is only accessible in the private

database to authorized users. Another participant reinforces this by stating,

From what I was able to see, there was not too much privacy concerns, there was not

too much information listed about the patient other than their injury

These recommendations from the user-study participants showcase features that could be im-

plemented in the future to provide further improvements on SCeFSTA. The open-ended responses

were largely positive, and the majority of the concerns people have are satisfied by features of

SCeFSTA that were not mentioned in the video demonstration.

56



Chapter 6

Conclusion

Given the limitations and issues within the current healthcare transportation sector and the emer-

gence of new blockchain technologies, improvements can be made to the healthcare transportation

sector using an auction system on a blockchain network. This will provide benefits to workers

and patients within the healthcare field sector while providing more instantaneous transactions for

transportation providers. This thesis proposes Smart Contract enabled Fair, Secure, and Transpar-

ent Auction (SCeFSTA), which promotes competition between healthcare transportation compa-

nies across several different healthcare transportation domains. This thesis will also delve into the

fairness aspect of using blockchain based auctions through smart contracts to create fair compe-

tition among transportation companies. Fairness and competition will help solve staffing issues

within the healthcare transport field by giving companies the option to not bid beyond their means

for patients.

This thesis contributes SCeFSTA, a web-hosted NextJS [86] website providing an interface

for users to access the blockchain auction system. The auction system provides a sealed-bid first

price auction, in which the lowest bidder when the auction ends will be the winner. The blockchain

auction system has several users. A transport hirer who starts the auction with patient injury and

location information. A transport provider who bids on the individual tenders created by the hirers,

the winner picking up the patient. A delivery verifier who validates that a patient was delivered by

the transport provider. There is also an administrator who handles all the other users and has the

ability to add and remove other users in the system.

The limitations of this thesis are that the application is not guaranteed to provide a solution to

the issues within the healthcare transportation sector; however, we interviewed stakeholders of the

system to limit the possibility to this. In addition to this, the application can always be improved

and add new features that could ultimately provide a stronger user experience, but also might create

confusion and clutter within the application.

This application is highly scalable and has a multitude of features that could be implemented

that, while not necessary, might improve user’s quality of life. User Interface features such as

autofilling addresses, a pop-up countdown timer for auction endings, and a notification system for

auction results were all potential features recommended in our user study. These recommenda-

tions showcase that there are almost always improvements that can be made to the UI to improve

user experience for a fully-developed application. There were also larger features that were rec-

ommended such as creating a backup transport provider, so a patient is never left without service,

create a more extensive penalty system to automatically remove users from the application who

fail to delivery patients on multiple occasions, and an automation system, so companies can auto-

matically place bids based off certain criteria. These changes would provide extensive alterations
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to the application.

SCeFSTA was designed with the feedback of stakeholders within the healthcare transport sec-

tor. Directly creating benefits within the domain, and creating a fair and efficient system that

improves patient experience and costs. The application was validated through a user-study based

directly on the requirements derived from the stakeholders interviewed. Showcasing SCeFSTA

successfully satisfies all the requirements to provide improvements on the existing healthcare trans-

portation system.
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Chapter 7

Appendix A

7.1 Unfair smart contract code

The following code snippet showcases a sample smart contract function that has an absence of

logic. The code does not verify that the auction is still open, that the bid placed is the highest, or if

the expiration date of the auction has passed [74].

pragma s o l i d i t y ^ 8 . 0 . 0

con t ra c t Samp leCon t r a c t {

// function for user to place bid in auction w/ auctionId
f unc t i on p l a c eB i d ( u in t a u c t i o n I d ) payable {

// get the auction information based on given auction id
Auc t ion memory a u c t = Auc t i onAr r [ a u c t i o n I d ] ;

// assign the higest bidder and highest bid to the bidder
a u c t [ a u c t i o n I d ] . h i g h e s t B i d d e r = payable (msg . sender ) ;

a u c t [ a u c t i o n I d ] . h i g h e s tB i d = msg . va lue ;

}

}

The code example below highlights a contract function that properly accepts an auction bid as

the new highest bid, but fails to set the new highest bid [74].

pragma s o l i d i t y ^ 8 . 0 . 0

con t ra c t Samp leCon t r a c t {

// function for user to place bid in auction w/ auctionId
f unc t i on p l a c eB i d ( u in t a u c t i o n I d ) payable {

// get the auction information based on given auction id
Auc t ion memory a u c t = Auc t i onAr r [ a u c t i o n I d ] ;

// ensure the auction is still open, the auction is not
// expired, and the bid is larger than the highest bid
requ i re ( a u c t . s t a t u s == 'open' , "auction is not open" ) ;
requ i re ( block . timestamp < au c t . e xp e r a t i o nT ime ) ;

requ i re (msg . va lue > au c t . h i g h e s tB i d ) ;

// assign the higest bidder and highest bid to the bidder
a u c t [ a u c t i o n I d ] . h i g h e s t B i d d e r = payable (msg . sender ) ;
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}

}

The code below has no logic errors but does not account for outside influences that can result

in an unfair smart contract [74].

pragma s o l i d i t y ^ 8 . 0 . 0

con t ra c t Samp leCon t r a c t {

// function for user to place bid in auction w/ auctionId
f unc t i on p l a c eB i d ( u in t a u c t i o n I d ) payable {

// get the auction information based on given auction id
Auc t ion memory a u c t = Auc t i onAr r [ a u c t i o n I d ] ;

// ensure the auction is still open, the auction is not
// expired, and the bid is larger than the highest bid
requ i re ( a u c t . s t a t u s == 'open' , "auction is not open" ) ;
requ i re ( block . timestamp < au c t . e xp e r a t i o nT ime ) ;

requ i re (msg . va lue > au c t . h i g h e s tB i d ) ;

// assign the higest bidder and highest bid to the bidder
a u c t [ a u c t i o n I d ] . h i g h e s t B i d d e r = payable (msg . sender ) ;

a u c t [ a u c t i o n I d ] . h i g h e s tB i d = msg . va lue ;

}

}
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Chapter 8

Appendix B

Appendix B showcases the smart contracts utilized in SCeFSTA. The full code repository is public

and available on GitHub. The link to the GitHub repository is in the footnote on this page 1

8.1 Accounts Smart Contract

The code outlined in 8.1 holds all the account information for the users in SCeFSTA. It holds

information on each user and is assisted by the User database. Details about specific API calls of

the Account smart contract can be found in Table 5.1.

// SPDX-License-Identifier: UNLICENSED
pragma s o l i d i t y ^ 0 . 8 . 0 ;

con t ra c t Accounts {

// super admin who has access to all features
address pub l i c superAdmin ;

// four user accounts
mapping ( address=> bool ) pr i v a t e admins ;

mapping ( address => bool ) pr i v a t e i n i t i a t o r s ;

mapping ( address => bool ) pr i v a t e ambulances ;

mapping ( address => bool ) pr i v a t e h o s p i t a l s ;

// set the superAdmin and initalize a few accounts
con s t ruc t o r ( ) {

// add superAdmin to all account types (for demo purposes only)
superAdmin = msg . sender ;

admins [ superAdmin ] = t rue ;

i n i t i a t o r s [ superAdmin ] = t rue ;

ambulances [ superAdmin ] = t rue ;

h o s p i t a l s [ superAdmin ] = t rue ;

// setup default accounts
address em e r g e n c y I n i t i a t o r = 0

xcdF98E3f41A0160360884f67BF8FfF35D92d4E2f ;

address h o s p i t a l = 0x37b17D21569C2cA6c7A078f2283D06BC222F554C ;

address ambulance = 0x9f8d25e9e3261d328e1Bef34CdbadB9310E451Fc ;

address admin = 0xEE8fb1E70B2Cd462cC0eE0ABb12B36db6D0932B2 ;

address p r i v a t e I n i t i a t o r = 0xC53762A6D1E4557Ab363eE38042828fcfBF064bE ;

1GitHub Repo: https://github.com/sbhunia/scefsta
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address i n t e r f a c i l i t y = 0xb153eDE174EDC76EA00D706ce678b3aF28379887 ;

// allocate accounts
admins [ admin ] = t rue ;

h o s p i t a l s [ h o s p i t a l ] = t rue ;

h o s p i t a l s [ i n t e r f a c i l i t y ] = t rue ;

i n i t i a t o r s [ em e r g e n c y I n i t i a t o r ] = t rue ;

i n i t i a t o r s [ p r i v a t e I n i t i a t o r ] = t rue ;

i n i t i a t o r s [ i n t e r f a c i l i t y ] = t rue ;

ambulances [ ambulance ] = t rue ;

}

// returns true if address is an ambulance , false if not
f unc t i on i sAmbulance ( address add r ) pub l i c view re turns ( bool ) {

re turn ambulances [ add r ] ;

}

// Allows the admin to add verified ambulances
f unc t i on addAmbulance ( address add r ) pub l i c {

// verify account does not already have another role
requ i re ( h o s p i t a l s [ add r ] == f a l s e , "Already facility" ) ;
requ i re ( ambulances [ add r ] == f a l s e , "Already a transport" ) ;
requ i re ( i n i t i a t o r s [ add r ] == f a l s e , "Already initiator" ) ;
requ i re ( admins [ add r ] == f a l s e , "Already admin" ) ;

// verify the sender is an admin
requ i re ( admins [msg . sender ] == true , "Sender must be admin" ) ;

// if passes all requires add account to ambulances
ambulances [ add r ] = t rue ;

}

// Allows the admin to remove verified ambulances
f unc t i on removeAmbulance ( address add r ) pub l i c {

requ i re ( admins [msg . sender ] == true , "Must be admin" ) ;
requ i re ( ambulances [ add r ] == true , "Must be a transport" ) ;
ambulances [ add r ] = f a l s e ;

}

// returns true if address is an poice, false if not
f unc t i on i s I n i t i a t o r ( address add r ) pub l i c view re turns ( bool ) {

re turn i n i t i a t o r s [ add r ] ;

}

// Allows the admin to add verified police stations
f unc t i on a d d I n i t i a t o r ( address add r ) pub l i c {

// verify account does not already have another role
requ i re ( ambulances [ add r ] == f a l s e , "User already transport" ) ;
requ i re ( i n i t i a t o r s [ add r ] == f a l s e , "User already initiator" ) ;
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requ i re ( admins [ add r ] == f a l s e , "User already admin" ) ;

// verify sender is an admin
requ i re ( admins [msg . sender ] == true , "Sender must be an admin" ) ;

// if passes all requires add the address as police
i n i t i a t o r s [ add r ] = t rue ;

}

// Allows the admin to remove verified police stations
f unc t i on r em o v e I n i t i a t o r ( address add r ) pub l i c {

requ i re ( admins [msg . sender ] == true , "Sender must be an admin" ) ;
requ i re ( i n i t i a t o r s [ add r ] != f a l s e , "Must be initator" ) ;
i n i t i a t o r s [ add r ] = f a l s e ;

}

// returns true if address is a hospital , false if not
f unc t i on i s H o s p i t a l ( address add r ) pub l i c view re turns ( bool ) {

re turn h o s p i t a l s [ add r ] ;

}

// Allows the admin to add verified hospitals
f unc t i on a d dHo s p i t a l ( address add r ) pub l i c {

// verify account does not already have another role
requ i re ( h o s p i t a l s [ add r ] == f a l s e , "Already facility" ) ;
requ i re ( ambulances [ add r ] == f a l s e , "Already transport" ) ;
requ i re ( admins [ add r ] == f a l s e , "Already admin" ) ;

// verify the sender is an admin
requ i re ( admins [msg . sender ] == true , "Sender must be admin" ) ;

// if passes all requires add account to hospitals
h o s p i t a l s [ add r ] = t rue ;

}

// Allows the admin to remove verified hospitals
f unc t i on r emoveHosp i t a l ( address add r ) pub l i c {

requ i re ( admins [msg . sender ] == true , "Sender must be an admin" ) ;
requ i re ( h o s p i t a l s [ add r ] != f a l s e , "Not already a facility" ) ;
h o s p i t a l s [ add r ] = f a l s e ;

}

// returns true if address is an admin, false if not
f unc t i on isAdmin ( address add r ) pub l i c view re turns ( bool ) {

re turn admins [ add r ] ;

}

// add a new admin
f unc t i on addAdmin ( address add r ) pub l i c {

requ i re ( ambulances [ add r ] == f a l s e , "Already transport" ) ;
requ i re ( h o s p i t a l s [ add r ] == f a l s e , "Already facility" ) ;
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requ i re ( i n i t i a t o r s [ add r ] == f a l s e , "Already initiator" ) ;
requ i re ( admins [ add r ] == f a l s e , "Already an admin" ) ;
requ i re ( add r != superAdmin , "superAdmin is already an admin" ) ;
requ i re (msg . sender == superAdmin , "Sender must be superAdmin" ) ;
admins [ add r ] = t rue ;

}

// remove an existing admin
f unc t i on removeAdmin ( address add r ) pub l i c {

requ i re (msg . sender == superAdmin , "Sender must be a superAdmin" ) ;
requ i re ( admins [ add r ] == true , "Not an admin" ) ;
requ i re ( add r != msg . sender , "Cannot remove yourself as admin" ) ;
admins [ add r ] = f a l s e ;

}

}

8.2 Auction Smart Contract

The code in section 8.2 showcases the auction smart contract code utilized in this thesis. This

code holds each smart contract API required to run the sealed-bid auction based system. More

information about these API calls can be found in Table 5.3.

// SPDX-License-Identifier: UNLICENSED
pragma s o l i d i t y ^ 0 . 8 . 0 ;

import "./Accounts.sol" ;

con t ra c t Auc t i on s {

// initialize accounts contract
Accounts a c c o u n t sC o n t r a c t ;

// constants
uint256 cons tan t MAX_INT = 2**256 − 1 ;

uint256 cons tan t REVEAL_PERIOD = 60 ;

// enum for various possible tender status's, closed is default
enum Tend e r S t a t u s {

Closed ,

I nP r og r e s s ,

Open ,

Re t r a c t e d ,

Rec la imed

}

// helper struct for tender details
s t r u c t Tend e rD e t a i l s {

address payable t e n d e r P o s t e r ;

address payable t e n d e rA c c e p t e r ;

uint256 po s tDa t e ;
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uint256 a u c t i o nDa t e ;

uint256 r e v e a lD a t e ;

uint256 dueDate ;

s t r i n g add r ;

s t r i n g c i t y ;

s t r i n g s t a t e ;

s t r i n g z i p code ;

address [ ] a l l ow e dHo s p i t a l s ;

uint256 maxBid ;

uint256 p e n a l t y ;

// Maps an address to its bid. This enforces one bid per address,
//so that ambulances do not just bid as many prices as they can,
//and then reveal lower and lower bids during the reveal period.
// We use 2 arrays because we can't have nested mappings in Solidity.
address [ ] b i d d e r s ;

u in t [ ] b idHashArray ;

uint256 f i n a l B i d ;

s t r i n g s e v e r i t y ;

}

// struct to hold tender information
s t r u c t Tender {

T e n d e rD e t a i l s d e t a i l s ;

T e n d e r S t a t u s s t a t u s ;

uint256 t e n d e r I d ;

}

// data members for tenders
uint256 [ ] pub l i c t e n d e r I d s ; // list of all tenders
mapping ( uint256 => Tender ) pub l i c t ende rMapp ing ; // mapping for faster

tender lookup
Tender [ ] pub l i c t e n d e r s ;

uint256 t e n d e r I dCou n t e r = 0 ;

// constructor , references the Accounts contract address
con s t ruc t o r ( address c o n t r a c tA d d r e s s ) {

a c c o u n t sC o n t r a c t = Accounts ( c o n t r a c tA d d r e s s ) ;

}

/*
* Function posts new tender from initiator and begins the auction for the

tender
*
* @param timeLimit - length of the auction period
* @param deliveryTime - how long the ambulance has to transport the

patient after auction and reveal
* @param addr - address of the tender location
* @param city - city of the tender location
* @param state - state of the tender location
* @param penalty - penalty amount charged for lack of delivery for

accepted tender
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* @param severity - severity of the tender patient
* @param allowedHospitals - list of valid hospitals to be transported to
* @returns - returns the id of the new tender posted
* Note: msg.value is the max bid
*/
f unc t i on po s tTende r (

uint256 t imeL imi t ,

uint256 de l i v e ryT ime ,

s t r i n g memory addr ,

s t r i n g memory c i t y ,

s t r i n g memory s t a t e ,

s t r i n g memory z ipcode ,

uint256 pen a l t y ,

s t r i n g memory s e v e r i t y ,

address [ ] memory a l l ow e dHo s p i t a l s

) pub l i c payable re turns ( uint256 ) {

requ i re ( a c c o u n t sC o n t r a c t . i s I n i t i a t o r (msg . sender ) , "Sender not
initiator" ) ;

requ i re (msg . va lue > 0 , "Max Value < 0" ) ;

// validate allowed hospitals given are valid hospitals
f o r ( uint256 i = 0 ; i < a l l ow e dHo s p i t a l s . l eng th ; i ++) {

requ i re ( a c c o u n t sC o n t r a c t . i s H o s p i t a l ( a l l ow e dHo s p i t a l s [ i ] ) , "
Hospital(s) invalid" ) ;

}

// initalize new tender information
Tender memory t e n d e r ;

t e n d e r . t e n d e r I d = t e n d e r I dCou n t e r ;

t e n d e r . d e t a i l s . t e n d e r P o s t e r = payable (msg . sender ) ;

t e n d e r . s t a t u s = Tend e r S t a t u s . Open ; // open tender

// set important dates for tender
t e n d e r . d e t a i l s . p o s tDa t e = block . timestamp ; // set post date to current

time
t e n d e r . d e t a i l s . a u c t i o nDa t e = block . timestamp + t imeL im i t ; // sets

auction end date w/ time limit given
t e n d e r . d e t a i l s . r e v e a lD a t e = block . timestamp + t imeL im i t +

REVEAL_PERIOD ; // sets reveal peiod end date
t e n d e r . d e t a i l s . dueDate = block . timestamp + t imeL im i t + REVEAL_PERIOD +

de l i v e r yT ime ; // set due date for tender

// set tender information
t e n d e r . d e t a i l s . f i n a l B i d = MAX_INT; // set current bid to max possible

integer
t e n d e r . d e t a i l s . maxBid = msg . va lue ; // set maximum bid to msg.value
t e n d e r . d e t a i l s . p e n a l t y = p e n a l t y ;

t e n d e r . d e t a i l s . a l l ow e dHo s p i t a l s = a l l ow e dHo s p i t a l s ;

// patient location and details
t e n d e r . d e t a i l s . add r = add r ;
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t e n d e r . d e t a i l s . c i t y = c i t y ;

t e n d e r . d e t a i l s . s t a t e = s t a t e ;

t e n d e r . d e t a i l s . z i p code = z i p code ;

t e n d e r . d e t a i l s . s e v e r i t y = s e v e r i t y ;

// push new tender and adjust mappings accordingly
t e n d e r s . push ( t e n d e r ) ;

t ende rMapp ing [ t e n d e r I dCou n t e r ] = t e n d e r ;

t e n d e r I dCou n t e r ++;

re turn t e n d e r . t e n d e r I d ;

}

event BidP l aced ( uint256 t e n d e r I d , uint256 b i d I d ) ;

/*
* Function places a secret bid by an ambulance. Each ambulance receives

only 1 bid
*
* @param tenderId - the ID of the tender being bid on
* @param bidHashedAmount - the hash value of the bid being places (bid +

random salt value)
* @returns the ID of the ambulances bid, used for revealing
*/
f unc t i on s e c r e t B i d ( uint256 t e n d e r I d , uint256 bidHashedAmount ) pub l i c

payable re turns ( uint256 i ndex ) {

Tender memory t e n d e r = tende rMapp ing [ t e n d e r I d ] ;

requ i re ( a c c o u n t sC o n t r a c t . i sAmbulance (msg . sender ) , "Sender must be an
ambulance" ) ;

requ i re ( t e n d e r . s t a t u s == Tend e r S t a t u s . Open , "Tender not open" ) ;
requ i re ( block . timestamp < t e n d e r . d e t a i l s . a u c t i onDa t e , "Auction has

passed" ) ;
requ i re (msg . va lue == t e n d e r . d e t a i l s . p e n a l t y , "Incorrect penalty amount

" ) ;
requ i re ( ! c o n t a i n s ( t e n d e r . d e t a i l s . b i d d e r s , msg . sender ) , "Can only bid

once" ) ;

// add bid to array
t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . b i d d e r s . push (msg . sender ) ;

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . b idHashArray . push ( bidHashedAmount ) ;

emit BidP l aced ( t e n d e r I d , t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . b i d d e r s .

l eng th − 1) ;

re turn t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . b i d d e r s . l eng th − 1 ;

}

/*
* Function is used to reveal winning bids after the auction period ends
*
* @param tenderId - ID of tender being revealed
* @param bidVal - amount bid by the ambulance
* @param saltVal - the random salt integer used in secretBid
* @param index - index of placed secret bid
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*/
f unc t i on r e v e a lB i d (

uint256 t e n d e r I d ,

uint256 bidVal ,

uint256 s a l t ,

uint256 i ndex

) pub l i c payable {

Tender s t o rage t e n d e r = tende rMapp ing [ t e n d e r I d ] ;

requ i re ( a c c o u n t sC o n t r a c t . i sAmbulance (msg . sender ) , "Sender must be
ambulance" ) ;

requ i re ( block . timestamp > t e n d e r . d e t a i l s . a u c t i onDa t e , "Tender under
auction" ) ;

requ i re ( block . timestamp < t e n d e r . d e t a i l s . r e v e a lDa t e , "Tender past
reveal period" ) ;

requ i re ( t e n d e r . s t a t u s == Tend e r S t a t u s . Open , "Tender not open" ) ;
requ i re ( b idVa l < t e n d e r . d e t a i l s . maxBid , "Bid was not below max bid

amount" ) ;
requ i re (msg . sender == t e n d e r . d e t a i l s . b i d d e r s [ i ndex ] , "Wrong bid ID" ) ;
requ i re ( t e n d e r . d e t a i l s . p e n a l t y == msg . value , "Incorrect penalty amount

" ) ;
requ i re ( t e n d e r . d e t a i l s . b idHashArray [ i ndex ] == uint256 ( keccak256 ( a b i .

encodePacked ( b idVa l + s a l t ) ) ) , "Bid value != Hash Value" ) ;

// if job was already assigned , refund
i f ( t e n d e r . d e t a i l s . t e n d e rA c c e p t e r != address ( 0 ) ) {

t e n d e r . d e t a i l s . t e n d e rA c c e p t e r . t r a n s f e r (

t e n d e r . d e t a i l s . p e n a l t y

) ;

}

// update tender information
t e n d e r . s t a t u s = Tend e r S t a t u s . I n P r o g r e s s ;

t e n d e r . d e t a i l s . t e n d e rA c c e p t e r = payable (msg . sender ) ;

t e n d e r . d e t a i l s . f i n a l B i d = b idVa l ;

// set new info to tender mapping
t ende rMapp ing [ t e n d e r I d ] = t e n d e r ;

t e n d e r s [ t e n d e r I d ] = t e n d e r ;

}

/*
* get the winner of an auction
*
* @param tenderId - given tender ID
*/
f unc t i on ge tAuc t i onWinne r ( uint256 t e n d e r I d ) pub l i c view re turns ( address

t e nde rWinne r ) {

requ i re (

block . timestamp >

tende rMapp ing [ t e n d e r I d ] . d e t a i l s . r e v e a lDa t e ,

"Tender not past Reveal"
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) ;

requ i re (

t ende rMapp ing [ t e n d e r I d ] . s t a t u s != T end e r S t a t u s . Open , "Tender is
open"

) ;

re turn t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e rA c c e p t e r ;

}

/*
* this function is called upon delivery of a patient where the ambulance

is then paid for delivery
*
* @param tenderId - id of the tender where delivery is being verified
*/
f unc t i on v e r i f yD e l i v e r y ( uint256 t e n d e r I d ) pub l i c {

requ i re ( a c c o u n t sC o n t r a c t . i s H o s p i t a l (msg . sender ) , "Sender must be
hospital" ) ;

requ i re (

t ende rMapp ing [ t e n d e r I d ] . s t a t u s == Tend e r S t a t u s . I nP r og r e s s ,

"Tender not in progress"
) ;

requ i re (

block . timestamp >

tende rMapp ing [ t e n d e r I d ] . d e t a i l s . r e v e a lDa t e ,

"Tender is not past reveal date"
) ;

requ i re ( c o n t a i n s ( t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . a l l owedHo s p i t a l s , msg

. sender ) , "Sender valid hospital" ) ;

// if the tender was not delivered on time, do not send penalty amount
back, else return all funds

i f ( block . timestamp < tende rMapp ing [ t e n d e r I d ] . d e t a i l s . dueDate ) {

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e rA c c e p t e r . t r a n s f e r (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . f i n a l B i d ) ;

} e l s e {

// transfer agreed upon funds to the tender accepter
t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e rA c c e p t e r . t r a n s f e r (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . f i n a l B i d + tende rMapp ing [ t e n d e r I d

] . d e t a i l s . p e n a l t y

) ;

}

// transfer funds back to the tender poster
i f ( t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . maxBid − tende rMapp ing [ t e n d e r I d ] .

d e t a i l s . f i n a l B i d > 0) {

tende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e r P o s t e r . t r a n s f e r (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . maxBid −

tende rMapp ing [ t e n d e r I d ] . d e t a i l s . f i n a l B i d
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) ;

}

// close the tender
Tender s t o rage r e f e r e n c e dT e n d e r = tende rMapp ing [ t e n d e r I d ] ;

r e f e r e n c e dT e n d e r . s t a t u s = Tend e r S t a t u s . C losed ;

t ende rMapp ing [ t e n d e r I d ] = r e f e r e n c e dT e n d e r ;

t e n d e r s [ t e n d e r I d ] = r e f e r e n c e dT e n d e r ;

}

/*
* get all the tenders present in tenders array
*
* @returns all tenders on the blockchain
*/
f unc t i on g e tA l l T e n d e r s ( ) pub l i c view re turns ( Tender [ ] memory ) {

re turn t e n d e r s ;

}

// /*
// * Get a tender from a given tenderID
// *
// * @param tenderId - given tenderID
// *
// * @returns a single tender with given tenderId
// */
// function getTender(uint256 tenderId) public view returns (Tender

memory) {
// return tenderMapping[tenderId];
// }

/*
* allows police stations to reclaim their funds + the penalty for failed

jobs
*
* @param tenderId - ID of tender being retracted
*/
f unc t i on r e c l a imTende r ( uint256 t e n d e r I d ) pub l i c {

requ i re (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e r P o s t e r == msg . sender ,

"Sender is not the tender poster"
) ;

requ i re (

t ende rMapp ing [ t e n d e r I d ] . s t a t u s == Tend e r S t a t u s . I nP r og r e s s ,

"Tender not in progress"
) ;

requ i re (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e rA c c e p t e r != address ( 0 ) ,

"Tender accepter is not the address set"
) ;
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requ i re ( block . timestamp < tende rMapp ing [ t e n d e r I d ] . d e t a i l s . dueDate , "
Auction is over" ) ;

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e r P o s t e r . t r a n s f e r (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . maxBid + tende rMapp ing [ t e n d e r I d ] .

d e t a i l s . p e n a l t y

) ;

// update status of the tender
t ende rMapp ing [ t e n d e r I d ] . s t a t u s = Tend e r S t a t u s . Rec la imed ;

t e n d e r s [ t e n d e r I d ] . s t a t u s = Tend e r S t a t u s . Rec la imed ;

}

/*
* remove a tender with auction in progress from auction period
*
* @param tenderId - ID of tender being retracted
*/
f unc t i on r e t r a c t T e n d e r ( uint256 t e n d e r I d ) pub l i c {

requ i re (

msg . sender == tende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e r P o s t e r ,

"Sender is not the tender poster"
) ;

requ i re (

t ende rMapp ing [ t e n d e r I d ] . s t a t u s == Tend e r S t a t u s . Open ,

"Tender not open"
) ;

// can only retract a tender if bid period is over (need to add)
t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . t e n d e r P o s t e r . t r a n s f e r (

t ende rMapp ing [ t e n d e r I d ] . d e t a i l s . maxBid

) ;

// update status of the tender
t ende rMapp ing [ t e n d e r I d ] . s t a t u s = Tend e r S t a t u s . R e t r a c t e d ;

t e n d e r s [ t e n d e r I d ] . s t a t u s = Tend e r S t a t u s . R e t r a c t e d ;

}

// This sucks, but it's one of the consequences of storing everything on
the blockchain

f unc t i on c o n t a i n s ( address [ ] memory a dd r e s s e s , address add r e s sToF ind )

pr i v a t e pure re turns ( bool doe sCon t a i n ) {

f o r ( uint256 i = 0 ; i < a d d r e s s e s . l eng th ; i ++) {

i f ( a d d r e s s e s [ i ] == add r e s sToF ind ) {

re turn true ;

}

}

re turn f a l s e ;

}

}
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